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Zusammenfassung

In den letzten zwei Jahrzehnten wurden verteilte Datenflussverarbeitungssysteme zu einer
wichtigen Komponente in dem Big-Data-Verwaltungs-Toolkit, um zustandsabhängige Echtzeit-
Datenanalyseanwendungen für hochvolumige Datenströme mit hoher Geschwindigkeit in Cloud-
Bereitstellungen zu unterstützen. Zu diesem Zweck führen aktuelle Datenflussverarbeitungssyste-
me kontinuierlich Map/Reduce-ähnliche Pipelines auf kontinuierlichen Daten aus und wenden
datenzentrische Parallelität zur Skalierung auf einem Server-Cluster an. Aktuelle Datenfluss-
verarbeitungssysteme setzen sogenannte Commodity-Hardware voraus, da sie Map/Reduce-
ähnlichen Paradigmen folgen, die auf der Shared-Nothing-Architektur basieren. Darüber hinaus
sind Datenflussverarbeitungssysteme unabhängig von der Hardwarekonfiguration, da sie sich
auf verwaltete Laufzeiten, wie z. B. eine Java Virtual Machine, stützen. Moderne Hardware-
Infrastrukturen haben sich jedoch in den letzten Jahren dramatisch verbessert. Daher ist
die gängige Meinung, dass Cloud-Anbieter hauptsächlich Standard-Hardware anbieten, nicht
mehr gültig. So bieten die Anbieter von Cloud-Plattformen leistungsstarke Rechen- und Netz-
werkfunktionen, da sie Server mit High-End-CPUs mit vielen Kernen und großen Caches
sowie Hochgeschwindigkeitsnetzwerke wie Infiniband mit RDMA-Unterstützung (Remote Direct
Memory Access) anbieten. Darüber hinaus sind moderne verteilte Recheninfrastrukturen äußerst
flexibel, da sie eine Ad-hoc-Bereitstellung von Ressourcen ermöglichen, die eine Skalierung der
Rechen- und Speicherkapazitäten sowie die Behandlung von Ausfällen ermöglichen, während eine
Anwendung ausgeführt wird.

In dieser Arbeit zeigen wir, dass die aktuelle Generation von Datenflussverarbeitungssysteme
hardware-agnostisch ist und die oben genannten technologischen Fortschritte nicht nutzen
kann. Wir zeigen experimentell, dass diese ineffizient arbeiten, wenn sie auf einer Infrastruktur
ausgeführt werden, die CPUs auf dem Leistungsniveau für HPC-Anwendungen, Hochgeschwin-
digkeitsnetzwerkkommunikation sowie eine flexible Ad-hoc-Ressourcenbereitstellung bietet. Zu
diesem Zweck stellen wir Lösungen zur effizienten Ausführung von zustandsabhängigen Stream-
Processing-Anwendungen auf einer modernen Recheninfrastrukturen vor.

Zunächst konzentrieren wir uns auf die Skalierungsleistung aktueller Datenflussverarbeitungs-
systeme, um die Rechenkapazitäten der modernen Hardware zu nutzen. Unsere Analyse zeigt, dass
Datenflussverarbeitungssysteme unter ineffizienten Speicherzugriffsmustern leiden, die zu einer
suboptimalen Code- und Datenlokalität führen. Auf der Grundlage unserer Analyse schalgen
wir Designänderungen, wie z. B. eine spezialisierte Codegenerierung, vor um die allgemeinen



Architektur dahingehend zu ändern das ein SPE eine Skalierung auf moderner Hardware
ermöglicht.

Zweitens konzentrieren wir uns auf die Scale-out-Leistung der aktuellen Datenflussverar-
beitungssysteme, um die Hochgeschwindigkeitsnetzwerke mit RDMA-Unterstützung zu nutzen.
Insbesondere die RDMA-Hardware hat die gängige Annahme entkräftet, dass das Netzwerk in
verteilten Datenverarbeitungssystemen oft ein Engpass ist. Hochgeschwindigkeitsnetze bieten
jedoch keine Plug-and-PlayLeistung (z. B. bei der Verwendung von IP-over-InfiniBand) und
erfordern eine sorgfältige gemeinsame Entwicklung von System- und Anwendungslogik. Insgesamt
erreicht unsere Lösung eine Durchsatzverbesserung um bis zu zwei Größenordnungen gegenüber
bestehenden Systemen, die in einem InfiniBand-Netzwerk eingesetzt werden, und sie ist bis
zu einem Faktor von 22 schneller als eine selbst entwickelte Lösung, die auf RDMA-basierter
Datenvorpartitionierung zur Skalierung der Abfrageverarbeitung beruht.

Abschließend konzentrieren wir uns auf die Laufzeit-Rekonfiguration laufender Streaming-
Anwendungen der aktuellen Generation von Datenstromverarbeitungssystemen, um die Ad-
hoc- und flexiblen Bereitstellungsmöglichkeiten der modernen Cloud-Computing-Infrastruktur
zu nutzen. Datenflussverarbeitungssysteme müssen zustandsbehaftete Abfragen während der
Laufzeit rekonfigurieren, um sich von Ausfällen zu erholen, sich an schwankende Datenraten
anzupassen und eine Verarbeitung mit geringer Latenz zu gewährleisten, was in industriellen
Umgebungen erforderlich ist. Modernste Datenflussverarbeitungssysteme sind jedoch noch nicht
in der Lage, Abfragen mit Terabytes an Zuständen während der Laufzeit zu rekonfigurieren, was
auf drei Probleme zurückzuführen ist: Netzwerk-Overhead für Zustandsmigration, Konsistenz
und Mehrkosten bei der Datenverarbeitung. Wir schlagen Rhino vor, ein System für die effiziente
Rekonfiguration laufender Abfragen in Anwesenheit eines verteilten Zustands beliebiger Größe.
Insgesamt zeigt unsere Untersuchung, dass Rhino mit Zustandsgrößen von bis zu mehreren
Terabytes skaliert, eine laufende Abfrage 15-mal schneller rekonfiguriert als die modernsten
Lösungen und die Latenz bei einer Rekonfiguration um drei Größenordnungen reduziert.

Zusammenfassend lässt sich sagen, dass diese Arbeit die Grundlage für eine effiziente und
zuverlässige zustandsbehaftete Stream-Verarbeitung durch ein hardwarebewusstes Systemdesign
legt, das auf bestehende und zukünftige SPEs angewendet werden kann. Durch unser neuartiges
Systemdesign erreichen unsere Software-Prototypen, die in dieser Arbeit vorgeschlagen wurden,
eine überlegene Leistung im Vergleich zu modernen Datenstromverarbeitungssystemen bei
gängigen Datenstromverarbeitungsaufgaben.
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Abstract

Over the past two decades, distributed stream processing engines (SPEs) have become a prominent
component in the big data management tool-chain to support real-time, stateful data analytics
applications on high-volume, high-velocity data streams in cloud deployments. To this end,
current SPEs continuously execute Map/Reduce-like pipelines on continuous data and apply data-
centric parallelism to scale-out on a cluster of servers. Current SPEs assume so-called commodity
hardware as they follow Map/Reduce-like paradigms based on the shared-nothing architecture.
Furthermore, SPEs are agnostic to hardware configuration as they rely on managed runtimes,
such as a Java Virtual Machine. However, computing infrastructures have improved dramatically
their hardware characteristics in the past years. As a result, the common wisdom that cloud
providers mainly offer commodity hardware no longer holds. For instance, cloud platform vendors
provide powerful compute and network capabilities as they offer servers with high-end CPUs
with many cores and large caches as well as high-speed networks, such as Infiniband with Remote
Direct Memory Access (RDMA) support. Furthermore, modern hardware infrastructure is highly
flexible, as it provides ad-hoc provisioning of resources, which enables scaling the compute and
storage capabilities as well as coping with failures, while a deployed application is executed.

In this thesis, we show that the current generation of SPEs are hardware-agnostic and cannot
leverage the above technology advancements. In fact, we experimentally demonstrate that
they perform inefficiently when running on an infrastructure that provides HPC-grade CPUs,
high-speed networks, as well as ad-hoc, flexible resource provisioning. To this end, we present
solutions to efficiently execute stateful stream processing applications on the modern hardware
infrastructure. First, we focus on the scale-up performance of current SPEs to leverage the
compute capabilities of the modern hardware. Our analysis shows that SPEs suffer from inefficient
memory access patterns that lead to sub-optimal code and data locality. Driven by our analysis,
we provide design changes, such as specialized code generation, to the common architecture of an
SPE to scale-up on modern hardware. We show that an SPE that follows our guidelines achieves
up to two orders of magnitude higher single-node throughput compared to state-of-the-art SPEs.

Second, we focus on the scale-out performance of the current SPEs to leverage the high-speed
networks with RDMA support. In particular, RDMA hardware has invalidated the common
assumption that network is often a bottleneck in distributed data processing systems. However,
high-speed networks do not provide ”plug-and-play” performance (e.g., using IP-over-InfiniBand)
and require a careful co-design of system and application logic. To this end, we propose Slash, a



novel stream processing engine that uses high-speed networks and RDMA to efficiently execute
distributed streaming computations. Overall, our solution achieves a throughput improvement
up to two orders of magnitude over existing systems deployed on an InfiniBand network and it
is up to a factor of 22 faster than a self-developed solution that relies on RDMA-based data
pre-partitioning to scale out query processing.

Finally, we focus on the runtime reconfiguration of running streaming applications of the
current generation of SPEs to leverage the ad-hoc and flexible provisioning capabilities of the
modern cloud computing infrastructure. SPEs need to transparently reconfigure stateful queries
during runtime to recover from outages, adjust to varying data rates, and ensure low-latency
processing, which are required by industrial setups. However, state-of-the-art SPEs are not ready
yet to handle on-the-fly reconfiguration of queries with terabytes of state due to three problems:
network overhead for state migration, consistency, and overhead on data processing. We propose
Rhino, a library for efficient reconfiguration of running queries in the presence of distributed
state of arbitrary size. Overall, our evaluation shows that Rhino scales with state sizes of up to
terabytes, reconfigures a running query 15 times faster than the state-of-the-art solutions, and
reduces latency by three orders of magnitude upon a reconfiguration.

In sum, the thesis lays the foundation for efficient and reliable stateful stream processing via a
hardware-conscious system design that can be applied to existing and future SPEs. Through our
novel system design, the software prototypes proposed in this work achieve superior performance
compared to state-of-the-art SPEs on common stream processing workloads.
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1
Introduction

1.1 Motivation

Over the past decades, stateful stream processing has become an important data processing
paradigm in the big data management tool-chain, as it enables real-time and scalable analysis
over high-volume, high-speed streams of continuous data. To meet the requirements of data-
intensive applications, both academia and industry have proposed several Stream Processing
Engines (SPEs) as general-purpose frameworks to express and execute distributed, stateful
computations over unbounded data streams. Stateful computations involve persistent state that
an SPE continuously accesses, while it processes continuous data. Research distinguishes two
classes of SPEs: scale-out and scale-up SPEs. Scale-out SPEs target scalability and execute
queries over a cluster of nodes, whereas scale-up SPEs target maximum performance on a single-
node. Prominent scale-out SPEs are Apache Flink [1], Apache Spark [2], and Apache Heron [3].
Scale-up SPEs are Streambox [4], Lightsaber [5], and Briskstream [6].

Nowadays, SPEs power many stateful analytical applications behind popular multimedia
services, online marketplaces, cloud providers, and mobile games. For instance, these services
deploy SPEs to implement a wide range of data-driven use-cases, e.g., fraud detection, content
recommendation, and user profiling [7, 8, 9, 1, 10, 11, 12]. Online marketplaces and games
monitor their users to prevent frauds and offer ad-hoc purchases [7, 1]. Media services dynamically
recommend new content while analyzing user activities [9], which result into up to one trillion
stream records/day [13]. Media services analyze the behavior of their users to provide insights as
well as recommend new content and in-app purchases [8, 9, 10, 11, 12]. Furthermore, cloud
providers offer fully-managed SPEs to customers to implement their use cases, which hide
operational details [14, 15].

To run data-driven applications, SPEs have to support continuous stateful stream processing
under diverse conditions, such as fluctuating data rates and tight latency requirements. Thus,
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SPEs need to provide robust and scalable query processing performance, while guaranteeing
reliable and consistent stateful computations. However, this is a multifaceted, open problem
in stateful stream processing that current SPEs still fall short to address, as we will show in
this thesis. Current SPEs are hardware-oblivious and do not consider the intricacies of modern
hardware resources, such as multi-core CPUs with large caches and high-speed networks. As a
consequence, they require large clusters to scale out stateful stream processing on real-world data
streams, as they provide poor single-node performance [16]. Furthermore, SPEs are not ready yet
to transparently react to anomalous operational events and adjust their processing capabilities,
accordingly. As a result, they require a restart of the affected queries. This results in downtime
and thus in high latency that hinders analytics readiness and induces high infrastructure cost.

Motivated by the above challenges and industrial requirements, the goal of this thesis is to
provide hardware-conscious techniques to enable efficient and reliable stateful stream processing.
By benchmarking the current generation of SPEs on common workloads, we identify three research
problems that fundamentally prevent them to achieve robust query processing performance. We
list the three problems in the following. First, SPEs trade scale-up single-node performance for
scalability to large clusters and use managed runtimes for platform independence, such as the Java
Virtual Machine (JVM), which hinders full CPU exploitation. Second, SPEs are designed around
a shared-nothing architecture that does not scale on high-speed networks due to computational
bottlenecks, even if the executed workloads are data-intensive. Finally, they do not provide
efficient on-the-fly reconfiguration of running queries and large state migration techniques to
enable timely reactions to anomalous events, such as failures and fluctuations in the data rate of
the input data streams. In sum, these problems cause severe performance issues, as we will show
throughout this thesis.

Our solution consists of architectural changes to the core runtime components of an SPE to
enable robust query processing performance on data-intensive workloads. In particular, we devise a
hardware-conscious system design that provides building blocks for efficient scale-up and scale-out
processing to fully leverage modern CPU architectures and high-speed networks. Furthermore,
we propose a set of protocols to enable state migration and on-the-fly query reconfigurations,
which do not halt query execution and guarantee exactly-once processing semantics. Overall, the
result of this thesis is a hardware-conscious SPE architecture that improves the query processing
performance of state-of-the-art stream processing technology.

1.2 Research Problems and Contributions

In this section, we state the research problems addressed in this thesis and outline our
contributions. The following chapters discuss our contributions in detail.

In Figure 1.1, we show the common software infrastructure of an SPE, which comprises
multiple components, such as the query processing and query optimizer components. In this
thesis, we focus on the query processing component, which we divide in three runtimes: the
query execution runtime, the distributed dataflow runtime, and the state management runtime.
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Figure 1.1: High-level software infrastructure of an SPE. Components marked in green are the target
of investigation of this thesis.

For our following considerations, we assume that SPEs execute logical query plans that are
translated into processing pipelines consisting of source operators, intermediate operators, and
sink operators. Source operators continuously provide input data to the processing pipeline,
whereas sink operators write out the result stream. Intermediate operators apply processing
and exchange data following a producer-consumer pattern: upstream operators produce records
that downstream operators consume. The SPE runs each pipeline in parallel over one (scale-up
processing) or multiple machines (scale-out processing).

The central runtime component is the query execution runtime 1 , which applies stateful
query logic on the records of a data stream on a single node. The query execution runtime
executes operator logic as a set of data-centric transformations following either a micro-batching
or a tuple-at-a-time processing model [17]. The distributed dataflow runtime 2 enables scaling
out stateful streaming computations over a set of interconnected nodes. Following the dataflow
model [15, 18, 19], the SPE executes each operator on multiple nodes and performs data exchange
among running operators. The state management runtime 3 controls the life-cycle of a stateful
computation. It ensures reliable query execution and comprises solutions for the storage of the
state as well as fault-tolerance, resource elasticity, and online query re-optimization.

Overall, the above three runtimes need to provide efficiency, reliability, as well as robust
performance to meet the tight requirements of stream processing. However, we show in this
thesis that the above runtimes suffer from bottlenecks, which induce performance issues and
hinder the robustness of SPEs. In the following, we discuss each bottleneck in detail and identify
the underlying research problems that prevent current SPEs from achieving the desired level of
performance and robustness. Furthermore, we present our solutions to the identified research
problems that system builders may adopt in their SPEs.

1.2.1 Query Execution Runtime

Modern scale-out SPEs, such as Apache Flink [20], Apache Spark [2], Timely Dataflow [21], and
Apache Storm [22], distribute processing over a large number of computing nodes in a cluster,
i.e., they scale out the processing. To process a high volume of data at high speed, their design
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goal is to trade single node performance for scalability to large clusters. To this end, they rely on
an interpretation-based execution strategy as well as message passing and use managed runtimes
as the underlying processing environment for platform independence.

In this thesis, we show that the above approach suffer from inefficient memory access patterns
and query execution, which result in low scale-up efficiency. In particular, we analyze the
performance robustness of representative SPEs and identify the following two problems: inefficient
query execution and inefficient memory access patterns.

Problem 1: Inefficient Query Execution
Current SPEs rely on interpretation-based execution to execute queries. This involves an
interpretation-based evaluation of the query plan, the application of queues for passing data
as messages, and the application of operator fusion based on function calls.

We show that interpretation-based query execution is a source of inefficiency for SPE, as
it induces low instruction- and data locality. Interpretation-based query execution relies on
two building blocks to scale out: the producer-consumer pattern and message queues. Queues
are necessary to implement data exchange among producer and consumer pipelines following
a partitioning technique, such as hash-partitioning. However, this approach suffers from a
bottleneck, when the producer is faster than the consumer or the distribution of the partitioning
keys of the input data is skewed. This performance issue is exacerbated by future network
technologies, as they deliver data at a data-rate closed to main-memory speed [23]. Overall, we
show in this thesis that current SPEs cannot utilize the memory bandwidth and computational
power of today’s hardware and, thus, cannot exploit upcoming fast network technologies.

Problem 2: Inefficient Access Patterns to Memory
SPEs that are designed to run on a managed runtime suffer from data-dependent memory
accesses. As a result, executed queries suffer from low instruction- and data locality,
regardless of the query execution approach.

The query execution runtime of the majority of current SPEs is designed around an execution
model based on a common managed-runtime, i.e., the Java Managed Runtime (JVM). In this
thesis, we show that SPEs developed using a JVM-based programming language, such as Java,
cause a larger number of random memory accesses and virtual function calls compared to
C++ implementations. The reason behind this inefficiency is the overhead induced by data
(de-)serialization, pointer chasing in data structures, objects scattering in main memory, virtual
functions, locking, and garbage collection. Inefficient memory access patterns render the scale-up
performance of the query execution runtime of modern SPEs to be severely limited in throughput
and latency. Consequently, a scale-out SPE requires a large number of nodes in a cluster to
process a query efficiently.

Proposed solution. To address the above problems, we explore design alternatives in-depth
and describe a set of design changes that can be incorporated into current and future SPEs.
In particular, we propose compilation-based query execution for stream processing workloads,
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omit queues, and use late merging instead of partitioning. Furthermore, we propose lock-free
windowing instead of lock-based windowing. While the application of compilation-based query
execution to relational databases has been deeply investigated over the past decade [24], we are the
first to explore the opportunities and challenges behind query compilation for stream processing.
Overall, our evaluation shows that scale-up is a viable way of achieving high throughput and
low latency stream processing. Our experiments reveal that a scale-up SPE that follows our
techniques outperforms a 10-node cluster running state-of-the-art scale-out SPEs and pave the
way towards a new generation of scale-up SPEs.

1.2.2 Distributed Dataflow Runtime

The distributed dataflow runtime enables the SPE to scale out query processing over a cluster
of nodes. Its key challenge is to ensure efficient distributed query execution over a network of
nodes. To this end, it enables data-parallel query execution via Operator Fission [25], i.e., the
SPE re-partitions the records of data stream according to a partitioning key. Furthermore, the
SPE provides each running pipeline with data channels that abstract the network connections
among the nodes as well as the in-memory queues. Data channels enable producer pipelines to
send a batch of stream records to consumer pipelines based on an exchange strategy, such as
hash-partitioning. As a result, consumer pipelines process disjoint partitions of a data stream
and may thus compute local states, efficiently.

In this thesis, we show that the distributed dataflow runtime of current SPEs cannot fully
utilize the upcoming network technologies that are able to deliver data at memory-speed [23].
One key technology that enables data transfer at high speeds are InfiniBand (IB) or Converged
Ethernet networks with Remote Direct Memory Access (RDMA) support. The trend in the area
of networking technologies shows that RDMA-capable networks have become more affordable and
thus are offered by an increasing number of cloud providers and data centers [26].

The design choices behind their distributed dataflow runtime fundamentally prevent the SPEs
from processing data at full network speed for two reasons: kernel-space networking and expensive
data shuffling.

Problem 3: Kernel-space Networking
Current SPEs are designed around common networks, such as Ethernet, and rely on socket-
based networking, such as TCP/IP, to ingest and exchange data streams. Even though
socket-based networking runs on high-speed network hardware, it cannot fully exploit its
potential, e.g., using RDMA.

Current SPEs rely on data channels that are designed for common Ethernet networks.
However, a highly-efficient SPE needs to exploit the high bandwidth of RDMA hardware and
thus support data processing at network line rate. In this thesis, we show that current SPEs are
not ready yet for RDMA acceleration, as they cannot fully utilize modern network with RDMA
support through a ”plug-and-play” approach. However, a drop-in replacement of socket-based
networking with RDMA acceleration marginally increases the query processing performance of
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an SPE, as our evaluation shows. The architecture of today’s SPEs is not suitable for the increase
in network bandwidth and requires changes to fully benefit from RDMA, as we discuss in the
following.

Problem 4: Expensive Data Shuffling
Data Shuffling for data stream partitioning is inherently compute bound, even in the
presence of high-speed networks. In fact, data shuffling via message passing induces
expensive queue-based synchronization among network and data processing threads [27].
As a result, Data Shuffling in Map/Reduce-like paradigms are network-bound on relatively
slow socket-based connections, when considering data-intensive workloads. Yet, they
become compute bound in the presence of fast networks [28, 29].

Modern scale-out SPEs follow the so-called shared-nothing architecture and they are designed
to execute queries in parallel on disjoint partitions of the streams. However, ingested streams
may need to be partitioned according to the operator logic. Current SPEs scale out by
continuously partitioning unbounded data streams into many sub-streams, on which they apply
data transformations, such as stateful aggregations and joins [30]. Partitioning relies on data
shuffling following message-passing and Map/Reduce-like paradigm. In this thesis, we show that
this processing model does not benefit from high-speed networks and an architectural change is
necessary to process streams at network speed.

Proposed solution. To enable stateful stream processing at full network bandwidth with
very low latency, we introduce Slash, a novel RDMA-accelerated SPE. To this end, we propose a
new system architecture to enable a processing model that omits data re-partitioning and applies
stateful query logic on ingested streams. Furthermore, to deal with incoming data from a high-
rate network link, we carefully manage data ingestion, scale-out processing, and consistency of
distributed state to offer robust performance. Our evaluation on common streaming workloads
shows that Slash outperforms baseline approaches based on data re-partitioning and is skew-
agnostic. In particular, we compare Slash against a scale-out SPE (Apache Flink) on an IPoIB
network, a scale-up SPE called LightSaber [5], and a self-developed straw-man solution called
RDMA UpPar, which scales out query execution via RDMA-based data re-partitioning. Slash
achieves up to 22x and 11.6x higher throughput than RDMA UpPar and LightSaber, respectively.
Furthermore, Slash outperforms Flink by achieving an order of magnitude higher throughput
on common streaming workloads. Overall, this shows that RDMA alone cannot achieve peak
performance without redesigning the SPE internals.

1.2.3 State Management Runtime

The state management runtime of an SPE is responsible to store the state of each stateful operator
as well as managing its life-cycle to enable fault-tolerance and resource elasticity. Current SPEs co-
partition streams and state to execute stateful operators, such as aggregation and join operators,
in parallel on a cluster of nodes. Each stateful pipeline of an operator maintains its own local
state. Overall, the aggregated size of the state of the pipeline instances of a stateful operator

6



1.2 Research Problems and Contributions

can grow to terabytes. State management is necessary when SPEs need to transparently handle
faults and adjust their processing capabilities, regardless of failures or data rates fluctuations.
Therefore, scale-out SPEs require efficient state management and on-the-fly reconfiguration of
running queries to quickly react to spikes in the data rate or failures.

In this thesis, we show that the reconfiguration of running stateful queries in the presence
of very large operator state brings a multifaceted challenge. First, a reconfiguration must have
minimal impact on the performance of query processing. Second, SPEs must continuously and
robustly process stream records to output correct results as if no reconfiguration ever occurred.

Problem 5: Processing and Network Overhead
A reconfiguration of a running query involves state migration between workers over a
network, which results in more resource utilization and latency proportional to state size.
As a result, the migration overhead induces an increment of the latency of end-to-end query
processing.

To resume a stateful operator on a new node or increase the number of parallel instances
of an operator, an SPE requires on-the-fly query execution plan (QEP) reconfiguration. This
procedure requires two nodes to perform a handover of the state and the computation of an
operator. Operators that hold large state become a bottleneck during this procedure, as the
SPE needs to copy the state between two nodes. Although current SPEs provide diverse state
migration techniques, they fall short in providing efficient migration for large state, as we show
in this thesis.

Problem 6: Computation Consistency
A reconfiguration of a running query has to guarantee exactly-once processing semantics
through consistent state management and record routing. Thus, a reconfiguration must
apply changes to a running query without affecting the correctness of its results.

Migrating state to perform an on-the-fly reconfiguration of a running, distributed QEP must
guarantee result correctness as well as state consistency. In particular, guaranteeing exactly-once
processing is challenging, as the SPE is required to process every single record exactly-once,
before, during, and after a reconfiguration.

Proposed solution. To bridge the gap between stateful stream processing and operational
efficiency via on-the-fly QEP reconfigurations and state migration, we propose Rhino. Rhino
enables on-the-fly reconfiguration of a running query to provide resource elasticity, fault tolerance,
and runtime query optimizations (e.g., load balancing) in the presence of very large distributed
state. In our evaluation, Rhino shows a reduction in processing latency by three orders of
magnitude for a reconfiguration with large state migration. We show that Rhino does not
introduce overhead on query processing, even when state is small. Furthermore, Rhino does not
break exactly-once consistency guarantees, while it executes a reconfiguration. Overall, Rhino
solves the multifaceted challenge of on-the-fly reconfiguration involving large (and small) stateful
operators.
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Figure 1.2: The high-level architecture of our proposed solution for high-performance SPE.

1.2.4 System Architecture

In this thesis, we devise architectural changes to improve the performance of SPEs, when they
execute stateful queries. Figure 1.2 summarizes our proposed SPE architecture. First, we present
a new runtime for scale-up execution of streaming queries 1 to fully leverage the compute
capabilities of modern CPUs. Second, we provide a novel distributed runtime for scale-out
execution of streaming queries on high-speed networks 2 . Finally, we investigate new techniques
for a state management runtime 3 to cope with anomalous operational events, such as node
failures and fluctuations in the data rate of input data streams.

Query Execution Runtime. In this thesis, we show that SPEs need to be optimized for
modern hardware to exploit the possibilities of emerging hardware trends, such as multi-core
processors and high-speed networks. We propose a system design that relies on compilation-
based query execution, omits queue-based message passing, and uses late merging with lock-free
windowing instead of partitioning. In particular, we propose a queue-less execution engine based
on query compilation. This eliminates queues as a means to exchange intermediate results between
operators. As a result, the proposed engine is highly suitable for an SPE on modern hardware.
Furthermore, we replace partitioning with late merging strategies.

Overall, our solutions leverage the capabilities of modern hardware on a single node, efficiently.
As a result, the throughput of a single node becomes sufficient for many streaming applications
and can outperform a cluster of several nodes.

Distributed Dataflow Runtime. In this thesis, we show that RDMA-based acceleration
of stateful streaming processing workloads is necessary to achieve robust query processing
performance with high throughout and low latency. To this end, we introduce Slash: an RDMA-
accelerated query execution runtime that uses RDMA-native data channels and state storage
components. In particular, we design a new architecture to enable a processing model that omits
data re-partitioning and applies stateful query logic on ingested streams.

Slash comprises the following building blocks: the RDMA Channel, the stateful query
executor, and the Slash State Backend (SSB). First, we design an RDMA-friendly protocol to
support streaming among nodes via dedicated RDMA data channels. This enables our system
to execute data ingestion and data exchange among nodes at full RDMA network speed, by
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leveraging the aggregated bandwidth of all NICs. Second, we devise a stateful executor that
omits message passing and runs queries following late merge technique proposed in the query
execution runtime. Finally, we replace re-partitioning with the SSB that enables consistent state
sharing across distributed nodes. This enables multiple nodes to concurrently update the same
key-value pair of the state (for instance, a group of a windowed aggregation). Overall, Slash
executors outperform baseline systems as it scales out computation by eagerly applying stateful
operators on data streams to compute partial state.

State Management Runtime. In this thesis, we show that runtime reconfigurations of
running stateful streaming queries enable achieving robust query processing performance. To
do so, we devise protocols to reconfigure running queries that comprise stateful operators with
large state, to support fault-tolerance, resource elasticity, and runtime optimizations, such as load
balancing. To bridge the gap between stateful stream processing and operational efficiency via
on-the-fly QEP reconfigurations and state migration, we propose Rhino. Rhino is a library for
efficient management of very large distributed state compatible with SPEs based on the streaming
dataflow paradigm [15]. Rhino enables on-the-fly reconfiguration of a running query to provide
resource elasticity, fault tolerance, and runtime query optimizations (e.g., load balancing) in the
presence of very large distributed state. In particular, Rhino proactively migrates state so that
a future reconfiguration requires minimal state transfer. Rhino applies a state-centric, proactive
replication protocol to asynchronously replicate the state of a running operator on a set of SPE
workers through incremental checkpoints. Furthermore, Rhino applies a handover protocol that
smoothly migrates processing and state of a running operator among workers. This does not halt
query execution and guarantees exactly-once processing. In contrast to state-of-the-art SPEs, our
protocols are tailored for resource elasticity, fault tolerance, and runtime query optimizations.

Modularity. Note that our solutions target the runtime internals of an SPE and they do not
modify the user-facing programming model of the SPE. Consequently, they are transparent to
the users, who can immediately benefit from performance improvement without changing their
queries. Furthermore, our contributions are modular: system builders may adopt our solutions
for a specific runtime only. One use case deals with SPEs designed for the Internet-of-Things
that require solutions for efficient scale-up processing, such as query compilation, to improve
query processing in environments comprising heterogenous devices. An example that shows the
modularity of our contributions is NebulaStream [31] (NES), which is an SPE for the Internt-
of-Things developed as part of an on-going research project at TU Berlin. NES leverages the
contributions of this thesis for its query processing and state management runtimes, to improve
stateful query processing in the presence of heterogenous and unreliable devices. Furthermore,
cloud-base SPEs, such as Apache Flink, may benefit from the integration of the solutions proposed
in our work to enable resource elasticity and fault-tolerance in the presence of large operator state.
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1.3 Impact of Thesis Contributions

Research Publications. The core results of this thesis resulted in the following peer-reviewed
publications that have been published at international top-tier venues:

1. Steffen Zeuch, Bonaventura Del Monte, Jeyhun Karimov, Clemens Lutz,
Manuel Renz, Jonas Traub, Sebastian Breß, Tilmann Rabl, Volker Markl:
Analyzing Efficient Stream Processing on Modern Hardware. Proceeding of the Very Large
Databases (VLDB) Endowment 12 (5), 516-530, 2019.

2. Bonaventura Del Monte, Steffen Zeuch, Tilmann Rabl, Volker Markl: Rhino:
Efficient Management of Very Large Distributed State for Stream Processing Engines.
Proceedings of the 2020 ACM SIGMOD International Conference on Management of Data,
2020.

3. Bonaventura Del Monte, Steffen Zeuch, Tilmann Rabl, Volker Markl: Rethinking
Stateful Stream Processing with RDMA. Proceedings of the 2022 ACM SIGMOD Interna-
tional Conference on Management of Data, 2022.

4. Bonaventura Del Monte: Efficient Migration of Very Large Distributed State for Scalable
Stream Processing. Proceedings of the VLDB 2017 PhD Workshop, 2017.

In Analyzing Efficient Stream Processing on Modern Hardware, we contribute by investigating
the design alternatives for stream processing on modern hardware as well as verifying correctness
of the proposed solutions. Furthermore, we contribute by evaluating the query processing
performance of the different proposed approaches and systems. In Rhino: Efficient Management
of Very Large Distributed State for Stream Processing Engines and Rethinking Stateful Stream
Processing with RDMA, we contribute by devising the system design and protocols, building
the system artifacts, and carrying out all experiments. In Efficient Migration of Very Large
Distributed State for Scalable Stream Processing, we contribute by proposing the research issues
behind the management of very large state for stateful stream processing.

Summary. With this thesis, we lay the foundation for highly-efficient SPEs by the in-depth
exploration of design alternatives and the description of a set of design changes to incorporate into
current and future SPEs. We include our research contributions in the NebulaStream platform [32]
to create an efficient system runtime for the execution of stateful stream processing queries with
high throughput and low latency.

Furthermore, our research work provides a basis for future research. For example, future
researchers may investigate state management techniques for the emerging Internet-of-Things
use-cases, which involve many heterogenous, interconnected, yet failure-prone devices. In this
scenario, Rhino requires further extensions to support exactly-once semantics, tight latency
requirements, and volatile infrastructures.
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1.4 Structure of the Thesis

The rest of this thesis is structured as follows.
Chapter 2: Background. In this Chapter, we provide the necessary background knowledge

that serves as a basis for our thesis. In particular, we summarize current approaches to scale-up
and scale-out stream processing, modern hardware, and state management.

Chapter 3: Analyzing Efficient Stream Processing on Modern Hardware. In
this Chapter, we conduct an extensive experimental analysis of current SPEs and SPE design
alternatives optimized for modern hardware. We run a series of benchmarks on common workloads
and show that our hand-coded query implementations outperforms current SPEs. Driven by
these findings, we propose a set of changes for future SPEs to efficiently exploit modern hardware
capabilities.

Chapter 4: Rethinking Stateful Stream Processing with RDMA. In this Chapter, we
describe the acceleration of stateful streaming workloads using high-speed networks that feature
RDMA. We propose a set of architectural changes to current SPE to natively integrate RDMA
and implement them in a research prototype called Slash. We validate our design via a series of
experiments and show that Slash outperforms current SPEs.

Chapter 5: Efficient Management of Very Large Distributed State for Stream
Processing Engines. In this Chapter, we research state management techniques to enable
efficient stateful stream processing in the presence of failures and fluctuating data rates.
Guaranteeing exactly-once processing semantics and tight latency requirements of industrial
setups are challenged by large operator state that induces challenges, such as network overhead.
To meet industrial needs, we present Rhino: a system library that provides an efficient state
management runtime to cope with failures and data rate fluctuations, even in the presence of
large operator state.

Chapter 6: Additional Contributions. In this Chapter, we describe further related
research contributions, which have been made while working on this thesis, but are not covered
in other chapters.

Chapter 7: Conclusion. In this Chapter, we conclude the thesis by summarizing our
contributions and providing an outlook to future work.
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2
Background

In this Chapter, we provide the necessary background knowledge that serves as a basis for our
thesis: data stream processing and modern hardware. In the first half, we describe stateful
streaming processing 2.1, current systems 2.2, and state management techniques for SPEs 2.3. In
the second half, we present an overview of query processing on modern hardware with a focus on
RDMA.

2.1 Stateful Stream Processing

Modern scale-out SPEs leverage the dataflow execution model [33] to run continuous queries.
This system design enables the execution of queries on a cluster of servers. A query consists of
stateful and stateless operators [14, 15]. An operator is either stateless or stateful. The output
of a stateful operator is not only determined by the input but also by intermediate state. A QEP
is represented as a weakly-connected graph with special vertices called source and sink operators.
Sources allow for stream data ingestion, whereas sinks output results to external systems. To
process data, users define transformations through higher-order functions and first-order functions
(UDFs). Operators and UDFs support internal, mutable state (e.g., windows, counters, and ML
models).

In the rest of this Chapter, we follow the definitions introduced by Fernandez et al. [34] to
model streaming processing. In this model, a query is a set of logical operators. Each logical
operator 𝑜 consists of 𝑝𝑜 physical instances 𝑜1, … , 𝑜𝑖, … , 𝑜𝑝𝑜

. A stream represents an infinite set
of records 𝑟 = (𝑘, 𝑡, 𝑎), where 𝑘 ∈ 𝐾 is a partitioning key, 𝐾 is the key space, 𝑡 is a strictly
monotonically increasing timestamp, and 𝑎 is a set of attributes. An operator produces and
consumes 𝑛 and 𝑚 streams, respectively.

To execute a query, an SPE maps the parallel instances of operators to a set of worker servers.
Each operator has its producer operators (upstream) and its consumer operators (downstream).
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If two operators are in a producer-consumer relation, they have a pattern for data exchange, e.g.,
hash-partitioning, round-robin, or broadcast. A parallel instance receives records from upstream
operators through channels according to an exchange pattern, e.g., hash-partitioning. An inter-
operator channel is durable, bounded, and guarantees FIFO delivery. A channel contains fixed-
sized buffers, which store records of variable size and control events, e.g., watermarks [15]. A
channel imposes a total order on its records and control events based on their timestamp, however,
instances with multiple channels are non-deterministic. As a result, there exists a partial order
among records consumed by an instance.

A stateful operator 𝑜 holds its state 𝑆𝑜, which is a mutable data set of key-value pairs (𝑘, 𝑣).
To scale out, an SPE divides 𝑆𝑜 in disjoint partitions and assigns a partition 𝑆𝑡

𝑜𝑖
to an instance

𝑜𝑖 using 𝑘 as partitioning key. With 𝑡, we denote the timestamp of the last update of a state
partition. A value 𝑣 of the state is an arbitrary data type. A parallel instance 𝑜𝑖 processes every
record in a buffer, reacts to control events, emits records, and reads or updates its state 𝑆𝑡

𝑜𝑖
.

2.2 Streaming Processing Engines

Over the last decades, two categories of streaming systems emerged: scale-out SPEs and scale-
up SPEs. SPEs in the first category are optimized for scale-out execution of streaming queries
on shared-nothing architectures. In general, these SPEs apply a distributed producer-consumer
pattern and a buffer mechanism to handle data shuffling among operators (e.g., partitioning).
Their goal is to massively parallelize the workload among many small to medium sized nodes.
Example of scale-out SPEs are Flink [35], Storm [22], Spark Streaming [36], Millwheel [37], Google
Dataflow [15], and TimelyDataflow [21], which parallelize queries on shared-nothing architectures.
In this thesis, we analyze Apache Flink [20], Apache Spark [2], and Apache Storm [22] as
representative, JVM-based, state-of-the-art scale-out SPEs. We choose these SPEs due to their
maturity, wide academic and industrial adoption, and the size of their open-source communities.

SPEs in the second category are optimized for scale-up execution on a single machine. Their
goal is to exploit the capabilities of one high-end machine efficiently. Recent SPEs in this category
are Streambox [4], LightSaber [5], BriskStream [6], Grizzly [38], Trill [39], and Saber [40]. In
particular, Streambox aims to optimize the execution for multi-core machines, whereas SABER
takes heterogeneous processing into account by utilizing GPUs. Finally, Trill supports a broad
range of queries beyond SQL-like streaming queries. In this thesis, we examine Streambox, Light-
Saber, and SABER as representative SPEs in this category.

A major aspect of parallel stream processing engines are the underlying processing models
which are either based on micro-batching or use pipelined tuple-at-a-time processing [15, 41, 33,
42, 43]. Micro-batching SPEs split streams into finite chunks of data (batches) and process these
batches in parallel. SPEs such as Spark [36], Trident [44], and SABER [40] adopt this micro-
batching approach. In contrast, pipelined, tuple-at-a-time systems execute data-parallel pipelines
consisting of stream transformations. Instead of splitting streams into micro-batches, operators
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receive individual tuples and produce output tuples continuously. SPEs such as Apache Flink [45]
and Storm [22] adopt this approach.

Scale-up and scale-out SPEs assume common data and query models, yet they execute queries
differently. We summarize their data, query, and processing models in the following.

Data and query model. We follow the definitions introduced by Fernandez et al. [34] and
assume a data stream to consist of an immutable, unbounded set of records. A record contains
a timestamp 𝑡, a primary key 𝑘, and a set of attributes. Timestamp are strict monotonically
increasing and used for windowing related operations as well as progress tracking. Streaming
queries are modelled as directed acyclic graphs with stateful operators as vertices and data flows
as edges. The output of a streaming operator depends on content, timestamp or arrival order
of input records, and its intermediate state. In general, an operator must output no result at a
timestamp 𝑡 that is computed using records bearing timestamps greater than 𝑡.

Scale-up execution. Scale-up SPEs rely on task-based parallelization, compilation-based
operator fusion [46], and late merge [47] to fully utilize available hardware resources. Logical
operators are fused together and compiled to machine code, which the SPE executes on inbound
data buffers using task-based parallelization. Tasks may concurrently update a global operator
state or eagerly update local state, which the SPE eventually merges and ensure its consistency.

Scale-out execution. Scale-out SPEs use operator-to-thread parallelism and data re-
partitioning [46] to scale out. Each logical operator consists of 𝑝 physical operators, which the
SPE runs in parallel on a cluster of nodes. Scale-out SPEs re-partition input streams so that
each physical operators applies stateful transformations on a disjoint partition of the data. This
enables consistent stateful computations via local mutable state [30]. Parallel instances receive
records from upstream operators via in-memory or network-based data channels following an
exchange pattern.

2.3 State Management in SPEs

Today’s SPEs provide state management through two techniques: state checkpointing and state
migration.

State Checkpointing. State checkpointing enables an SPE to consistently persist the state
of each operator, recover from failures, and reconfigure a running query.

Fernandez et al. propose a checkpointing approach [34, 34] that stores operator state and
in-flight records. This produces local checkpoints that are later used to reconfigure or recover
operators. In contrast, Carbone et al. [1] propose a distributed protocol for global, epoch-
consistent checkpoints. It captures only operator state (by skipping in-flight records) and does
not halt query processing. This protocol divides the execution of a stateful query into epochs. An
epoch is a set of consecutive records that the SPE processes in a time frame. If query execution
fails before completing the 𝑖 + 1-th epoch, the SPE rollbacks to the state of the 𝑖-th epoch.

The distributed protocol of Carbone et al. [1] assumes reliable data channels and FIFO delivery
semantics. Thus, each channel ensures in-order, consistent delivery of records to a downstream
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instance. In addition, it assumes upstream backups of ingested streams, i.e., sources can consume
records again from an external system. Finally, it assumes checkpoints to be persisted on a
distributed file system for availability. The drawback of this protocol is the full restart of a query
upon a reconfiguration.

State Migration. State migration enables the handover of the processing and the state of
a key partition of an operator among workers [48]. This enables on-the-fly query reconfiguration
to support fault-tolerance, resource elasticity, and runtime optimizations.

Megaphone is the latest approach to state migration [48]. Megaphone is a state migration
technique built on Timely Dataflow [21] that enables consistent reconfiguration of a running
query through fine-grained, fluid state migration. Megaphone introduces two migrator operators
for each migratable operator in a QEP to route records and state according to a planned migration.
It requires from an SPE: 1) out-of-band progress tracking, i.e., operators need to observe each
other’s progress and 2) upstream operators need to access downstream state. Its authors state
that Megaphone can be compatible with other SPEs but with some overhead.

2.4 Modern Hardware and Stream Processing Engines

Any data management system - including SPEs - designed for modern hardware has to exploit
three critical hardware resources efficiently to achieve a high resource utilization: CPU, main
memory, and network. Current SPEs are designed around the assumption of commodity hardware
that was prominent in private and public clouds [49]. However, datacenter technology has evolved
in the past decades, resulting in the availability of more powerful compute resources, faster and
larger memory resources, as well as faster network resources. In this thesis, we investigate if and
how current SPEs and their system designs exploit these resources efficiently. We first provide
an overview of new compute and memory resource in Section 2.4.1. After that, we describe
advancements in datacenter networking technology in Section 2.4.2.

2.4.1 Compute and Main-Memory

Current datacenters contain servers with large memory and compute capabilities. On the memory
side, today’s common servers provide main memory capacities of several terabytes. As a result,
the majority of the data and state information, such as the data of one window, can be stored in
main memory. In combination with multiple threads working on the same data, this significantly
speeds up the processing compared to maintaining the same state on slower disk or on remote
servers. However, a streaming system that uses main-memory has to handle synchronization and
parallel aspects in much shorter time frames to enable efficient processing.

On the compute side, modern many-core CPUs contain dozens of CPU cores per socket.
Additionally, multi-socket CPUs connect multiple CPUs via fast interconnects to form a network
of cores. However, this architecture introduces non-uniform memory access (NUMA) among cores
[50, 51]. As a result, the placement of data in memory directly affects the overall efficiency of the
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system. Furthermore, each core caches parts of the data in its private and shared caches for fast
access and consists - on a high-level - of two pipelined components: a front-end and a back-end.

In the following, we provide a concise overview of the CPU micro-architectures, including
cache hierarchy design. Caches are organized hierarchically and sits in front of main-memory
to reduce memory-to-register data movement. Modern CPU architecture, such as Intel/AMD
x86 as well as ARM, include three levels of caches: two private levels of caches, i.e., L1 and
L2, and a shared L3 level of cache. The number of clock cycles required to access a cache is
increased as the level of the cache is increased in the memory hierarchy. Moreover, the size of a
cache in bytes is increased as the level of the cache is increased in the memory hierarchy. The
L3 cache is connected to main-memory and is shared among all cores, whereas L1 and L2 are
private to specific cores. We distinguish two types of L1 cache: the L1d (data) cache and the L1i
(instruction) cache, which store data and instructions, respectively.

The front-end of a core decodes instructions stored in the L1i cache into 𝜇-ops and delivers up
to four 𝜇-ops per cycle to the back-end. The back-end processes 𝜇-ops out-of-order by allocating
execution units and loading data from memory. Completed 𝜇-ops are defined as retired (R) and
constitute the useful work performed by a CPU. If the front-end stalls, the rename/allocate part
of the out-of order engine starves and thus execution becomes front-end bound. Second, the back-
end processes instructions issued by the front-end. If the back-end stalls because all processing
resources are occupied, the execution becomes back-end bound. Furthermore, we divide back-end
stalls into stalls related to the memory sub-system (called Memory bound) and stalls related to
the execution units (called Core bound). Third, bad speculation summarizes the time that the
pipeline executes speculative micro-ops that never successfully retire. This time represents the
amount of work that is wasted by branch mis-predictions. Fourth, retiring refers to the number
of cycles that are actually used to execute useful instructions. This time constitutes the amount
of useful work done by the CPU.

Overall, to exploit this performance critical resource efficiently, system builders need to take
into account the data and instruction locality as well as the micro-architectural intricacies of
modern CPUs.

2.4.2 Networking

Over the past years, datacenter network technology has become faster and has finally outper-
formed or reached the same speed of main memory bandwidth [28]. In fact, commonly available
Ethernet technologies provide 1, 10, 40, or 100 Gbit bandwidth. In contrast, new network
technologies, such as InfiniBand or Converged Ethernet, provide much higher bandwidth up to
or even faster than main memory bandwidth [28]. This important trend will lead to radical
changes in system designs. In particular, the common wisdom of processing data locally first
does not hold with future network technologies [28]. As a result, a system which transfers data
between nodes as fast as or even faster than reading from main memory introduces new challenges
and opportunities to future SPEs.
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One important network feature that enabled the significant increment of network capabilities
is RDMA. RDMA is a communication stack provided by Infiniband (IB), RoCE (RDMA over
Converged Ethernet), and iWarp (Internet Wide Area RDMA Protocol) networks [52]. RDMA
enables access to the main memory of a remote node with minimal involvement of the remote
CPU. As a result, RDMA achieves high bandwidth (up to 200 Gbps per port [53]) and low latency
(up to 2µs per round-trip [52]). RDMA offers bidirectional data transfer via zero-copy, which
bypasses the kernel network stack. In contrast, socket-based protocols, such as TCP, involve
costly system calls and data copies between user- and kernel-space [28]. RDMA-capable NICs
also support socket-based communication via IP-over-InfiniBand (IPoIB). However, this approach
results in lower efficiency [28]. RDMA provides two APIs (so-called verbs) for communication: one-
sided and two-sided verbs APIs [52]. Besides, RDMA provides reliable, unreliable, and datagram
connections. A reliable connection enables one-sided verbs and in-order packet delivery, while
unreliable and datagram connections may drop packets. Reliable and unreliable connections allow
unicast connections between two endpoints. In contrast, datagram connections allow a local QP
to engage multiple remote endpoints. With two-sided verbs (Send-Recv), sender and receiver are
actively involved in the communication. The receiver polls for incoming message, which requires
CPU involvement. In contrast, one-sided verbs involves one active sender and one passive receiver
(RDMA WRITE) or a passive sender and an active receiver (RDMA READ). They enable more
efficient data transfer, but need synchronization to detect inbound messages. Besides, one-sided
verbs provide atomic semantics, such as compare-and-swap, for 8-byte values [28].

RDMA requires explicit memory management and asynchronous interaction between CPU
and NIC. In the following, we explain the lifecycle of an RDMA connection (from its setup to
runtime operations).

1) Sender and receiver establish communication via a queue pair (QP), which consists of a send
and a receive queue, and a completion queue (CQ).

2) Applications need to register in advance RDMA-capable memory to enable direct memory
access (DMA) operations operations. Thereby, sender and receiver must know the memory
locations of its counterpart (one-sided verbs) or state the intention to receive a buffer (two-
sided verbs)

3) A sender pushes work queue elements (WQEs) into a QP, which contain verb and communi-
cation parameters.

4) The sender NIC asynchronously reads memory chunks for each WQE using DMA and sends
them to a receiver NIC as packets. Thus, the sender must not alter the content of the local
memory while transfer is in progress.

5) For every inbound packet, the receiver NIC issues writes to main memory via DMA. Thus,
an RDMA transfer neither consumes CPU resources nor pollutes CPU caches of the remote
machine.

6) Upon the transmission of the last packet, the sender NIC pushes a completion event in its
local CQ.
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RDMA provides two major benefits: it 1) enables fast data transfer and 2) shares memory
areas among nodes [54]. However, RDMA-enabled systems need careful design, as RDMA does
not offer coherence between local and remote memory. Instead, this is offloaded to the application.
Besides, coherence among NIC memory, main memory, and the CPU is vendor-dependent [28].
The choice of verbs and parameters, such as message size, is application-sensitive and requires
careful tuning [52].
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3
Analyzing Efficient Stream Processing

on Modern Hardware

3.1 Introduction

Over the last decade, streaming applications have emerged as an important new class of big data
processing use cases. Streaming systems have to process high velocity data streams under tight
latency constraints. To handle high velocity streams, modern SPEs such as Apache Flink [20],
Apache Spark [2], and Apache Storm [22] distribute processing over a large number of computing
nodes in a cluster, i.e., scale-out the processing. These systems trade single node performance for
scalability to large clusters and use a Java Virtual Machine (JVM) as the underlying processing
environment for platform independence. While JVMs provide a high level of abstraction from the
underlying hardware, they cannot easily provide efficient data access due to processing overheads
induced by data (de-)serialization, objects scattering in main memory, virtual functions, and
garbage collection. As a result, the overall performance of scale-out SPEs building on top of a
JVM are severely limited in throughput and latency. Another class of SPEs optimize execution
to scale-up the processing on a single node. For example, Saber [40], which is build with Java,
Streambox [4], which is build with C++, and Trill [39], which is build with C#.

In Figure 3.1, we show the throughput of modern SPEs executing the Yahoo! Streaming
Benchmark [55] on a single node compared to hand-coded implementations. We report the
detailed experimental setup in Section 3.4.1. As shown, the state-of-the-art SPEs Apache
Flink, Spark, and Storm achieve sub-optimal performance compared to the physical limit that
is established by the memory bandwidth. To identify bottlenecks of SPEs, we hand-code the
benchmark in Java and C++ (HC bars). Our hand-coded Java implementation is faster than
Flink but still 40 times slower than the physical limit. In contrast, our C++ implementation
and Streambox omit serialization, virtual functions, and garbage collection overheads and store
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tuples in dense arrays (arrays of structures). This translates to a 26 times better performance for
our C++ implementation and a 6 times better performance for Streambox compared to the Java
implementation. Finally, we show an optimized implementation that eliminates the potential
SPE-bottlenecks that we identify in this Chapter. Our optimized implementation operates near
the physical memory limit and utilizes modern hardware efficiently.

The observed sub-optimal single node performance of current SPEs requires a large cluster to
achieve the same performance as a single node system using the scale-up optimizations that we
evaluate in this thesis. The major advantage of a scale-up system is the avoidance of inter-node
data transfer and a reduced synchronization overhead. With hundreds of cores and terabytes of
main memory available, modern scale-up servers provide an interesting alternative to process high-
volume data streams with high throughput and low latency. Utilizing the capabilities of modern
hardware on a single node efficiently, we show that the throughput of a single node becomes
sufficient for many streaming applications and can outperform a cluster of several nodes. As a
result, we show that SPEs need to be optimized for modern hardware to exploit the possibilities
of emerging hardware trends, such as multi-core processors and high-speed networks.

We investigate streaming optimizations by examining different aspects of stream processing
regarding their exploitation of modern hardware. To this end, we adopt the terminology
introduced by Hirzel et al. [25] and structure our analysis in data-related and processing-related
optimizations. As a result, we show that by applying appropriate optimizations, single node
throughput can be increased by two orders of magnitude. Our contributions are as follows:

• We analyze current SPEs and identify their inefficiencies and bottlenecks on modern
hardware setups.

• We explore and evaluate new architectures of SPEs on modern hardware that address these
inefficiencies.

• Based on our analysis, we describe a set of design changes to the common architecture of
SPEs to scale-up on modern hardware.

• We conduct an extensive experimental evaluation using the Yahoo! Streaming Benchmark,
the Linear Road Benchmark, and a query on the NY taxi data set.

The rest of this Chapter is structured as follows. We explore the data-related (see Section 3.2)
and processing-related stream processing optimization (see Section 3.3) of an SPE on modern
hardware. In Section 3.4, we evaluate state-of-the-art SPEs and investigate different optimizations
in an experimental analysis. Finally, we discuss our results in Section 3.4.3 and present related
work in Section 3.5.

3.2 Data-Related Optimizations

In this section, we explore data-related aspects for streaming systems. We discuss different
methods to supply high velocity streams in Section 3.2.1 and evaluate strategies for efficient data
passing among operators in Section 3.2.2.
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Figure 3.1: Yahoo! Streaming Benchmark (1 Node).

3.2.1 Data Ingestion

We examine different alternatives how SPEs can receive input streams. In Figure 3.2, we provide
an overview of common ingestion sources and their respective maximum bandwidths. In general,
an SPE receives data from network, e.g., via sockets, distributed file systems, or messaging
systems. Common network bandwidths range from 1 to 100 GBit over Ethernet (125 MB/s
- 12.5 GB/s). In contrast, InfiniBand (IB) offers higher bandwidths from 1.7 GB/s (FDR 1x)
to 37.5 GB/s (EDR - Enhanced Data Rate - 12x) per network interface controller (NIC) per
port [56].

3.2.1.1 Analysis

Based on the numbers in Figure 3.2, we conclude that modern network technologies enable
ingestion rates near main memory bandwidth or even higher [28]. This is in line with Binning et
al. who predict the end of slow networks [28]. Furthermore, they point out that future InfiniBand
standards such as HDR or NDR will offer even higher bandwidths. Trivedi et al. [57] assess the
performance-wise importance of the network for modern distributed data processing systems such
as Spark and Flink. They showed that increasing the network bandwidth from 10 Gbit to 40 Gbit
transforms those systems from network-bound to CPU-bound systems. As a result, improving
the single node efficiency is crucial for scale-out systems as well. On single node SPEs, Zhang
et al. [16] point out that current SPEs are significantly CPU-bound and thus will not natively
benefit from an increased ingestion rate. An SPE on modern hardware should be able to exploit
the boosted ingestion rate to increase its overall, real-world throughput.

3.2.1.2 Infiniband and RDMA

The trends in the area of networking technologies over the last decade showed, that Remote
Direct Memory Access (RDMA) capable networks became affordable and thus are present in an
increasing number of data centers [26]. RDMA enables the direct access to main memory of a
remote machine while bypassing the remote CPU. Thus, it does not consume CPU resources
of the remote machine. Furthermore, the caches of the remote CPU are not polluted with the
transfered memory content. Finally, zero-copy enables direct send and receive using buffers and
bypasses the software network stack. Alternatively, high-speed networks based on Infiniband can
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Figure 3.2: Data ingestion rate overview.

run common network protocols such as TCP and UDP (e.g., via IPoIB). However, this removes
the benefits of RDMA because their socket interfaces involve system calls and data copies between
application buffers and socket buffers [58].

Today, three different network technologies provide RDMA-support: 1) InfiniBand, 2) RoCE
(RDMA over Converged Ethernet), and 3) iWARP (Internet Wide Area RDMA Protocol). The
underlying NICs are able to provide up to 100 Gbps of per-port bandwidth and a round-trip
latency of roughly 2𝜇s [26]. Overall, there are two modes for RDMA communication: one-
sided and two-sided. With two-sided communication, both sides, the sender and the receiver
are involved in the communication. Thus, each message has to be acknowledged by the
receiver and both participants are aware that a communication takes place. In contrast, one-
sided communication involves one active sender and one passive receiver (RDMA write) or
a passive sender and an active receiver (RDMA read). In both cases, one side is agnostic
of the communication. As a result, synchronization methods are required to detect that a
communication is finished.

3.2.1.3 Experiment

In Figure 3.3, we run the aforementioned communication modes on an InfiniBand high-speed
network with a maximum bandwidth of 56 Gbit/s (FDR 4x). On the x-axis, we scale the
buffer/message and on the y-axis we show the throughput in GBytes/s for a data transfer of
10M tuples of 78 byte each, i.e., the yahoo streaming benchmark tuples. To implement the C++
version, we use RDMA Verbs [59]. The Java implementation uses the disni library [60] and follows
the Spark RDMA implementation [61]. As a first observation, Figure 3.3 shows that all modes
perform better with larger buffer/messages sizes and their throughput levels off starting around
1M. Second, the C++ RDMA read implementation achieves roughly 2 GB/s more throughput
than the Java implementation. As a result, we conclude that the JVM introduces additional
overhead and, thus, a JVM-based SPE is not able to utilize the entire network bandwidth of
modern high-speed networks. Third, the C++ RDMA write operation is slightly slower than
the read operation. Finally, the two-sided send/receive mode is slower than the one-sided
communication modes. Overall, the one-sided RDMA read communication using a message size
of 4 MB performs best. Note that, our findings are in line with previous work [62, 26].
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Figure 3.3: Infiniband network bandwidth.

3.2.1.4 Discussion

Our experiments show that a JVM-based distributed implementation is restricted by the JVM
and cannot utilize the bandwidth as efficiently as a C++ implementation. As a result, the
performance of JVM-based SPEs is limited in regards to upcoming network technologies that are
able to deliver data at memory-speed.

3.2.2 Data Exchange between Operators

In this section, we examine the design of pipelined execution using message passing, which
is common in state-of-the-art SPEs. In particular, SPEs execute data-parallel pipelines using
asynchronous message passing to provide high-throughput processing with low-latency. To pass
data among operators, they use queues as a core component. In general, data is partitioned
by keys and distributed among parallel instances of operators. In this case, queues enable
asynchronous processing by decoupling producer and consumer. However, queues become the
bottleneck if operators overload them. In particular, a slow consumer potentially causes back-
pressure and slows down previous operators. To examine queues as the central building block in
modern SPEs, we conduct an experiment to asses the capabilities of open-source, state-of-the-art
queue implementations.

3.2.2.1 Experimental Setup

In this experiment, we selected queues that cover different design aspects such as in memory
management, synchronization, and underlying data structures. We select queues provided by
Facebook (called Folly) [63], the Boost library [64], the Intel TBB library [65], and the Java
java.util.concurrent package [66]. In addition, we choose an implementation called Moody [67]
and an implementation based on memory fences [68]. Finally, we provide our own implementations
based on the STL queue and list templates. Except the Java queue, all queues are implemented
in C++.

25



3. Analyzing Efficient Stream Processing on Modern Hardware

Tuple L1 L2 2⋅L2 L3/2 L3
0

10

20

30
Memory Bandwidth

Buffer Size

T
hr

ou
gh

pu
t

(G
B/

s) Folly
Moody
MemFence
TBB
Boost
STL Queue
STL List
Java Queue

Figure 3.4: Queue throughput.

Following Sax et al. [69] and Carbone et al. [20], we group tuples into buffers to increase
the overall throughput. They point out, that buffers introduce a trade-off between latency and
throughput. For our C++ implementations, we enqueue filled buffers into the queue by an explicit
copy and dequeue the buffer with a different thread. In contrast, our Java queue implementation
follows Flink by using buffers as an unmanaged memory area. A tuple matches the size of a cache
line, i.e., 64 Byte. We pass 16.7M tuples, i.e., 1 gigabyte of data, via the queue.

3.2.2.2 Observation

In Figure 3.4, we relate the throughput measurements in GB/s to the physically possible main
memory bandwidth of 28 GB/s. Furthermore, we scale the buffer size on the x-axis such that
it fits a particular cache size. In general, the lock-free queues from the TBB and Boost library
achieve the highest throughputs of up to 7 GB/s, which corresponds to 25% of the memory
bandwidth. Other C++ implementations achieve slightly lower throughput of up to 7 GB/s. In
contrast, the Java queue, which uses conditional variables, achieves the lowest throughput of up
to 3 GB/s. Overall, buffering improves throughput as long as the buffer size either matches a
private cache size (L1 or L2) or is smaller than L3 cache size. Inside this range, all buffer sizes
perform similar with a small advantage for a buffer size that matches the L1 cache.

3.2.2.3 Discussion

Figure 3.4 shows that queues are a potential bottleneck for a pipelined streaming system using
message passing. Compared to a common memory bandwidth of approximately 28 GB/s, the best
state-of-the-art queue implementations exploit only one fourth of this bandwidth. Furthermore, a
Java queue achieves only 10% of the available memory bandwidth because it exploits conditional
variables and unmanaged buffers. These design aspects introduce synchronization as well as
serialization overhead.

As a result, the maximum throughput of a streaming system using queues is bounded by
the number of queues and their aggregated maximum throughput. Additionally, load imbalances
reduce the maximum throughput of the entire streaming system. In particular, a highly skewed
data stream can overload some queues and under-utilize others.
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3.2.3 Discussion

The results in Figure 3.3, suggest to use RDMA read operations and a buffer size of several
megabytes to utilize todays high-speed networks in a distributed SPE. The results in Figure 3.4
strongly suggest that a high performance SPE on modern hardware should omit queues, as they
induce a potential bottleneck. If queues are used, the buffer size should be between the size of
the L1 and twice the L2 cache, based on our measurements.

3.3 Processing-related Optimizations

In this section, we examine the processing-related design aspects of SPEs on modern hardware.
Following the classification of stream processing optimizations introduced by Hirzel et al. [25],
we address operator fusion in Section 3.3.1, operator fission in Section 3.3.2, and windowing
techniques in Section 3.3.3. We will address the stream-processing optimization of placement and
load balancing in the context of operator fusion and fission [25].

3.3.1 Operator Fusion

We examine two different execution models for SPEs, namely query interpretation and
compilation-based query execution. Both models enable data-parallel pipelined stream processing.
For our following considerations, we assume a query plan that is translated into a processing
pipeline consisting of sources, intermediate operators, and sinks. Sources continuously provide
input data to the processing pipeline and sinks write out the result stream. In general, we can
assign a different degree of parallelism to each operator as well as to each source and sink.

3.3.1.1 Interpretation-based Query Execution

An interpretation-based processing model is characterized by: 1) an interpretation-based evalu-
ation of the query plan, 2) the application of queues for data exchange, and 3) the possibility
of operator fusion. In Figure 3.5a, we show an example query plan of a simple select-project-
aggregate query using a query interpretation model. To this end, a query plan is translated into
a set of pipelines containing producer-consumer operators. Each operator has its own processing
function which is executed for each tuple. The interpretation-based processing model uses queues
to forward intermediate results to downstream operators in the pipeline. Each operator can have
multiple instances where each instance reads from an input queue, processes a tuple, and pushes
its result tuples to its output queue. Although all operators process a tuple at a time on a
logical level, the underlying engine might perform data exchanges through buffers (as shown in
Section 3.2.2).

In general, interpretation-based processing is used by modern SPEs, such as Flink, Spark, and
Storm to link parallel operator instances using a push-based approach implemented by function
calls and queues. In case an operator instance forwards its results to only one subsequent operator,
both operators can be fused. Operator fusion combines operators into a single tight forloop that
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passes tuples via register and thus eliminating function calls. Note, that this register-level operator
fusion goes beyond function call-based operator fusion used in other SPS [70, 3, 71]. However,
many operators, such as the aggregate-by-key operator in Figure 3.5a, require a data exchange due
to partitioning. In particular, each parallel instance of the aggregate-by-key operator processes a
range of keys and stores intermediate results as internal operator state. As a result, queues are a
central component in an interpretation-based model to link operators. Note that, this execution
model represents each part of the pipeline as a logical operator. To execute a query, every logical
operator is mapped to a number of physical operators, which is specified by the assigned degree
of parallelism.

3.3.1.2 Compilation-based Query Execution

A compilation-based processing model follows the ideas of Neumann [24] and is characterized
by: 1) the execution of compiled query plans (using custom code generation), 2) operator fusion
performed at query compile time, and 3) an improved hardware resource utilization. In general,
this approach fuses operators within a pipeline until a so-called pipeline-breaker is reached. A
pipeline breaker requires the full materialization of its result before the next operator can start
processing. In the context of databases and in-memory batch processing, pipeline breakers are
relational operators such as sorting, join, or aggregations. In the context of streaming systems,
the notion of a pipeline breaker is different because streaming data is unbounded and, thus,
the materialization of a full stream is impracticable. Therefore, we define operators that send
partially materialized data to the downstream operator as soft pipeline breakers. With partially
materialized, we refer to operators that require buffering before they can emit their results, e.g.,
windowed aggregation. Compilation-based SPEs, such as System S/SPADE and SABER, use
operator fusion to remove unnecessary data movement via queues.

In Figure 3.5b, we present a select-project-aggregate query in a compilation-based model. In
contrast to an interpretation-based model, all three operators are fused in a single operator that
can run with any degree of parallelism. This model omits queues for message passing and passes
tuples via CPU registers. Additionally, it creates a tight loop over the input stream, which
increases data and instruction locality. Neumann showed that this model leads to improved
resource utilizations on modern CPUs in databases [24]. In terms of parallelization, operator
fusion results in a reduced number of parallel operators compared to the query interpretation-
based model. Instead of assigning one thread to the producer and another thread to the consumer,
this model executes both sides in one thread. Thus, with the same number of available threads,
the parallelism increases.

3.3.1.3 Discussion

We contrast two possible processing models for an SPE. On a conceptual level, we conclude
that the compilation-based execution model is superior for exploiting the resource capabilities
of modern hardware. In particular, it omits queues, avoids function calls, and results in code
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Figure 3.5: Query execution strategies.

optimized for the underlying hardware. We expect the same improvement for streaming queries
as Neumann reported for database queries [24]. However, a scale-out optimized SPE commonly
introduces queues to distribute the computation among different nodes to decouple the producer
from the consumer.

3.3.2 Operator Fission

In this section, we present two general parallelization strategies to distribute the processing
among different computing units. This stream processing optimization includes partitioning, data
parallelism, and replication [25]. With Upfront Partitioning we refer to a strategy that physically
partitions tuples such that each consumer processes a distinct sub-set of the stream. With Late
Merging we refer to a strategy that logically distributes chunks of the stream to consumers, e.g.,
using a round-robin. This strategy may require a final merge step at the end of the processing if
operators such as keyed aggregations or joins are used.

3.3.2.1 Upfront Partitioning.

Upfront Partitioning introduces a physical partitioning step between producer and consumer
operators. This partitioning consists of an intermediate data shuffling among 𝑛 producers and
𝑚 consumers, which are mapped to threads. Each producer applies a partitioning function (e.g.,
consistent hashing or round-robin) after processing a tuple to determine the responsible consumer.
In particular, partitioning functions ensure that tuples with the same key are distributed to the
same consumer. In Figure 3.6a, we present this common partition-based parallelization strategy,
which is used by Apache Flink [20], Apache Spark Streaming [2], and Apache Storm [22].

This strategy leverages queues to exchange data among producer and consumer operators.
Thus, each producer explicitly pushes its output tuples to the input queue of its responsible
consumer. Although the use of buffers improves the throughput of this strategy (see Section 3.2.2),
we showed that queues establish a severe bottleneck in a scale-up SPE. Furthermore, the load
balancing on consumer side highly depends on the quality of the partitioning function. If data are
evenly distributed, the entire system achieves high throughput. However, an uneven distribution
leads to over-/underutilized parallel instances of an operator.

The processing using upfront partitioning creates independent/distinct, thread-local inter-
mediate results on each consumer. Thus, assembling the final output result requires only a
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Figure 3.6: Parallelization strategies.

concatenation of thread local intermediate results. An SPE can perform this operation in parallel,
e.g., by writing to a distributed file system or to a distributed message broker.

3.3.2.2 Late Merging

Late Merging divides the processing among independent threads that pull data by their own.
Leis et al. [50] and Pandis et al. [72] previously applied this partitioning approach in the context
of high-performance, main memory databases. In this Chapter, we revise those techniques in
the context of stream processing. In contrast to upfront partitioning, this strategy requires an
additional merge step at the end of the processing pipeline. In the following, we introduce two
merging strategies: Late Local Merge and Late Global Merge.

In the Late Local Merge (LM) strategy, each worker thread buffers its partial results in
a local data structure (see Figure 3.6b). When the processing pipeline reaches a soft pipeline-
breaker (e.g., a windowed aggregation), those partial results have to be merged into a global data
structure. Because each worker potentially has tuples of the entire domain, the merge step is
more complex compared to the simple concatenation used by UP. One solution for merging the
results of a soft pipeline-breaker such as an aggregation operator is to use parallel tree aggregation
algorithms.

In the Late Global Merge (GM) strategy, all worker threads collaboratively create a global
result during execution (see Figure 3.6c). In contrast to late local merge, this strategy omits an
additional merging step at the end. Instead, this strategy introduces additional synchronization
overhead during run-time. In particular, if the query plan contains stateful operators, e.g., keyed
aggregation, the system has to maintain a global state among all stateful operators of a pipeline.
To minimize the maintenance costs, a lock-free data structure should be utilized. Furthermore,
contention can be mitigated among instances of stateful operators through fine-grained updates
using atomic compare-and-swap instructions. Finally, Leis et al. [50] describe a similar technique
in the context of batch processing, whereas Fernandez et al. [73] provide solutions for scale-out
SPEs.

Depending on the characteristics of the streaming query, an SPE should either select late
merge or global merge. If the query induces high contention on a small set of data values,
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e.g., an aggregation with a small group cardinality, local merge is beneficial because it reduces
synchronization on the global data structure. In contrast, if a query induces low contention, e.g.,
an aggregation with a large group cardinality, global merge is beneficial because it omits the
additional merging step at the end.

3.3.2.3 Discussion

In this section, we presented different parallelization strategies. UP builds on top of queues
to exchange data between operators. This strategy is commonly used in scale-out SPEs in
combination with an interpretation-based model. However, as shown in Section 3.2.2, queues
are a potential bottleneck for a scale-up optimized SPE. Therefore, we present two late merging
strategies that omit queues for data exchange. In particular for a scale-up SPE, those strategies
enable a compilation-based execution (see Section 3.3.1). With late merging and a compilation-
based query execution, we expect the same improvements for SPEs that Neumann achieved for
in-memory databases [24].

3.3.3 Windowing

Windowing is a core feature of streaming systems that splits the conceptually infinite data stream
into finite chunks of data, i.e., windows. An SPE computes an aggregate for each window, e.g.,
the revenue per month. As a main goal, an efficient windowing mechanism for an SPE on modern
hardware has to minimize the synchronization overhead to enable a massively parallel processing.
To this end, we implement a lock-free continuous windowing mechanism following the ideas in
[40, 74, 75]. Our implementation uses a double-buffer approach and fine-grained synchronization
primitives, i.e., atomic instructions, instead of coarse-grained locks to minimize synchronization
overhead. Moreover, our implementation induces a smaller memory footprint than approaches
based on aggregate trees [76] as we use on-the-fly aggregation [75] instead of storing aggregate
trees.

3.3.3.1 Alternating Window Buffers

In Figure 3.7, we show our double-buffer implementation based on the ideas in [40, 74, 75]. At
its core, it exploits alternating window buffers to ensure that there is always one active buffer
as a destination of incoming tuples. Furthermore, multiple non-active buffers store the results of
previous windows. The non-active buffers can be used to complete the aggregate computation,
output the results, and reinitialize the buffer memory. As a result, this implementation never
defers the processing of the input stream, which increases the throughput of the window operation
for both parallelization strategies (see Section 3.3.2). To implement the buffers, we use lock-free
data structures that exploit atomic compare-and-swap instructions. This enables concurrent
accesses and modification [77, 50, 78]. As a result, several threads can write to a window buffer
in parallel and thereby aggregate different parts.
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Figure 3.7: Alternating window buffers.

3.3.3.2 Detecting Window Ends

We implement an event-based approach where writer threads check upon the arrival of a tuple
if the current window ended. This implies a very low latency for high-bandwidth data streams
because arriving tuples cause frequent checks for window ends. Discontinuous streams [79] may
lead to high latencies, because of the absence of those checks during the discontinuity. In this case,
we switch between our lock-free implementation and a timer-thread implementation depending
on the continuity of input streams. A timer thread checks for window ends periodically and, if
required, triggers the output. We implement the switch between timer threads and our event-
driven technique directly at the source by monitoring the input rate.

3.3.3.3 Extensions

To achieve very low output latencies, we aggregate tuples incrementally whenever possible [75].
To further improve performance, we can combine our implementation with stream slicing [80, 81,
82, 83, 84]. Slicing techniques divide a data stream in non-overlapping chunks of data (slices)
such that all windows are combinations of slices. When processing sliding windows, we switch
alternating buffers upon the start of each new slice. We use time-based windows as an example to
simplify the description. However, our windowing technique works with arbitrary stream slicing
techniques, which enables diverse window types such as count-based windows [85, 17] and variants
of data-driven and user-defined windows [80, 86, 87].

3.3.3.4 Discussion

We implement a lock-free windowing mechanism that minimizes the contention between worker
threads. This minimized contention is crucial for a scale-up optimized SPE on modern hardware.
To determine its efficiency, we run a micro-benchmark using the data set of the Yahoo! Streaming
Benchmark and compare it to a common solution based on timer threads. Our results show that
a double-buffer approach achieves about 10% higher throughput on a scale-up SPE on modern
hardware.
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3.4 Evaluation

In this section, we experimentally evaluate design aspects of an SPE on modern hardware. In
Section 3.4.1, we introduce our experimental setup including machine configuration and selected
benchmarks. After that, we conduct a series of experiments in Section 3.4.2 to understand the
reasons for different throughput values of different implementations and state-of-the-art SPEs.
Finally, we summarize and discuss our results in Section 3.4.3.

3.4.1 Experimental Setup

In the following, we present the hardware and software configurations used for our analysis as
well as the selected benchmarks and their implementation details.

3.4.1.1 Hardware and Software

We execute our benchmarks on an Intel Core i7-6700K processor with 4 GHz and four physical
cores (eight cores using hyper-threading). This processor contains a dedicated 32 KB L1 cache for
data and instructions per core. Additionally, each core has a 256 KB L2 cache and all cores share
an 8 MB L3 cache. The test system has 32 GB of main memory and runs Ubuntu 16.04. If not
stated otherwise, we execute all measurements using all logical cores, i.e., a degree of parallelism
of eight.

The C++ implementations are compiled with GCC 5.4 and O3 optimization as well as the
mtune flags to produce specific code for the underlying CPU. The Java implementations run on
the HotSpot VM in version 1.8.0_131. We use Apache Flink 1.3.2, Apache Spark Streaming
2.2.0, and Apache Storm 1.0.0 as scale-out SPEs. We disable fault-tolerance mechanisms (e.g.,
checkpointing) to minimize the overhead of those frameworks. We use the Streambox (written
in C++) release of March 10th and Saber (written in Java) in version 0.0.1 as representative
scale-up SPEs. We measure hardware performance counters using Intel VTune Amplifier XE
2017 and the PAPI library 5.5.1.

The JVM-based scale-out SPEs have to serialize and deserialize tuples to send them over the
network. The (de)-serialization requires a function call and a memory copy from/to the buffer
for each field of the tuple, which adds extra overhead for JVM-based SPEs [57]. In contrast, a
scale-up C++ based SPE accesses tuples directly in dense in-memory data structures.

3.4.1.2 Strategies Considered

We implement each benchmark query using the three previously discussed parallelization
strategies: upfront partitioning as well as late merging with Local Merge and Global Merge
(see Section 3.3.2). The upfront partitioning uses an interpretation-based execution strategy
and both Late Merge implementations use a compilation-based execution. Furthermore, all
implementations use the lock-free windowing mechanism described in Section 3.3.3. For each
strategy and benchmark, we provide a Java and a C++ implementation.
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The upfront partitioning strategy follows the design of state-of-the-art scale-out SPEs. Thus,
it uses message passing via queues to exchange tuples among operators. In contrast, both Late
Merge strategies omit queues and fuse operators where possible. Furthermore, we pass tuples via
local variables in CPU registers. In the following, we refer to Late Local Merge and Late Global
Merge as Local Merge (LM) and Global Merge (GM), respectively.

In our experiments, we use the memory bandwidth as an upper bound for the input rate.
However, future network technologies will increase this boundary [28]. To achieve a data ingestion
at memory speed, we ingest streams to our implementations using an in-memory structure. Each
in-memory structure is thread-local and contains a pre-generated, disjoint partition of the input.
We parallelize query processing by assigning each thread to a different input partition. At run-
time, each implementation reads data from an in-memory structure, applies its processing, and
outputs its results in an in-memory structure through a sink. Thus, we exclude network I/O and
disks from our experiments.

3.4.1.3 Java Optimizations

We optimize our Java implementations and the JVM to overcome well-known performance issues.
We ensure that the just-in-time compiler is warmed-up [88] by repeating the benchmark 30 times.
We achieve efficient memory utilization by avoiding unnecessary memory copy, object allocations,
GC cycles, and pointer chasing operations [89]. Furthermore, we set the heap size to 28 GB
to avoid GC overhead, use primitive data types and byte buffer for pure-java implementations
and off-heap memory for the scale-out SPEs [90, 91]. Finally, we use the Garbage-First (G1GC)
garbage collector, as it performs best for our examined benchmarks [92].

3.4.1.4 Benchmarks

We select the Yahoo! Streaming Benchmark (YSB), the Linear Road Benchmark (LRB), and a
query on the New York City Taxi (NYT) dataset to assess the performance of different design
aspects for modern SPEs. YSB simulates a real-word advertisement analytics task and its main
goal is to assess the performance of windowed aggregation operators [93, 55]. We implement
YSB [93] using 10K campaigns based on the codebase provided by [94, 55]. Following these
implementations, we omit a dedicated key/value store and perform the join directly in the engine
[94, 55].

LRB simulates a highway toll system [95]. It is widely adopted to benchmark diverse systems
such as relational databases [95, 96, 97], specialized streaming systems [85, 95, 98, 99], distributed
systems [100, 101, 102], and cloud-based systems [34, 103]. We implement the accident detection
and the toll calculation for the LRB benchmark [95] as a sub-set of the queries.

The New York City Taxi dataset covers 1.1 billion individual taxi trips in New York from
January 2009 through June 2015 [104]. Besides pickup and drop-off locations, it provides
additional informations such as the trip time or distance, the fare, or the number of passengers.
We divided the area of NY into 1000 distinct regions and formulate the following business relevant
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Figure 3.8: YSB single node.
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Figure 3.9: LRB single node.

query: What are the number of trips and their average distance for the VTS vendor per region
for rides more than 5 miles over the last two seconds? The answer to this query would provide
a value information for taxi drivers in which region they should cruise to get a profitable ride.

YSB, LRB, and NYT are three representative workloads for todays SPEs. However, we
expect the analysis of other benchmarks would obtain similar results. We implement all three
benchmarks in Flink, Storm, Spark Streaming, Streambox, and Saber. Note that for SABER,
we use the YSB implementation provided in [105] and implement the LRB benchmark and NYT
query accordingly. Finally, we provide hand-coded Java and C++ implementations for the
three parallelization strategies presented in Section 3.3.2. In our experiments, we exclude the
preliminary step of pre-loading data into memory from our measurements.

3.4.1.5 Experiments

In total, we conduct six experiments. First, we evaluate the throughput of the design alternatives
showed in this Chapter to get an understanding of their overall performance. In particular, we
examine the throughput of the design alternatives for the YSB and LRB (see Section 3.4.2.1).
Second, we break down the execution time of the design alternatives to identify the CPU
component that consumes the majority of the execution time (see Section 3.4.2.2). Third,
we sample data and cache-related performance counters to compare the resource utilization in
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Figure 3.10: NYT query single node.

detail (see Section 3.4.2.3). Fourth, we compare our scale-out optimized implementations of
the YSB with published benchmark results of state-of-the-art SPEs running in a cluster (see
Section 3.4.2.4). Fifth, we show how scale-out optimizations perform in a distributed execution
using a high-speed InfiniBand in Section 3.4.2.5. Finally, we evaluate the impact of design
alternatives on latency (see Section 3.4.2.6).

3.4.2 Results

In this section, we present the results of the series of experiments presented in the previous
section. The goal is to understand the differences in performance of state-of-the-art SPEs and
design alternatives presented in this Chapter.

3.4.2.1 Throughput

To understand the overall efficiency of the design alternatives presented in this Chapter, we
measure their throughput in million records per second for both benchmarks in Figures 3.8
and 3.9. Additionally, we relate their throughput to the physically possible memory bandwidth,
which could be achieved by only reading data from an in-memory structure without processing
it.

YSB Benchmark. The scale-out optimized SPEs Flink, Spark Streaming, and Storm exploit
only a small fraction of physical limit, i.e., 1.5% (Flink), 0.8% (Spark Streaming), and 0.07%
(Storm). The scale-up optimized Streambox (written in C++) achieves about 17% and Saber
(written in Java) achieves 6.6% of the theoretically possible throughput. In contrast, the C++
implementations achieve a throughput of 68.5% (Upfront Partitioning), 91.4% (Local Merge),
and 91% (Global Merge) compared to memory bandwidth. For Local and Global Merge, these
numbers are a strong indicator that they are bounded by memory bandwidth. We approximate
the overhead for using a JVM compared to C++ to a factor of 15 (Upfront Partitioning), 16 (Local
Merge), and 13 (Global Merge). We analyze the implementations in-depth in Section 3.4.2.2 and
3.4.2.3 to identify causes of these large differences in performance.
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As shown in Figure 3.8, Local and Global Merge outperform the Upfront Partitioning strategy
by a factor of 1.34 and 1.33. The main reason for the sub-optimal scaling of Upfront Partitioning
is the use of queues. First, queues represent a bottleneck if their maximum throughput is reached
(see Section 3.2.2). Second, queues require the compiler to generate two distinct code segments
that are executed by different threads such that tuples cannot be passed via registers. Thus,
queues lead to less efficient code, which we investigate in detail in Section 3.4.2.3. In contrast,
Local and Global Merge perform similar for YSB and almost reach the physical memory limit of
a single node. The main reason is that threads work independently from each other because the
overall synchronization among threads is minimal.

LRB Benchmark. In Figure 3.9, we present throughput results for the LRB benchmark.
Flink, Spark Streaming, and Storm exploit only a small fraction of physical limit, i.e., 0.27%
(Flink), 0.03% (Spark Streaming), and 0.01% (Storm). We approximate the overhead of
each framework by comparing their throughput with the Java implementation of the upfront
partitioning. Such overhead ranges from a factor of 2.7 (Flink), over a factor of 9 (Spark
Streaming), to a factor of 39 (Storm). Note that, Spark Streaming processes data streams in
micro-batches [36]. We observe that the scheduling overhead for many small micro-batch jobs
negatively affects the overall throughput.

The scale-up optimized SPEs Streambox (written in C++) and Saber (written in Java)
achieves about 9% and less than 1% of the theoretically possible throughput, respectively. In
contrast, the C++ implementations achieve a throughput of 15% (UP), 48% (LM), and 67%
(GM) of the physical limit. We approximate the overhead of a JVM compared to C++ to a
factor of 20 (UP), 40 (LM), and 55 (GM).

Compared to YSB, the overall throughput of the LRB is lower because it is more complex,
requires more synchronization, and larger operator states. In particular, the consumer requires
lookups in multiple data structures compared to a single aggregation in the YSB. As a result,
concurrent access by different threads to multiple data structures introduces cache thrashing and
thus prevents the LRB implementations from achieving a throughput close to the physical limit.

Overall, the Global Merge strategy achieves the highest throughput because it writes in a
shared data structure when windows end. In particular, we use a lock-free hash table based on
atomic compare-and-swap instructions and open-addressing [77]. Thus, each processing thread
writes its results for a range of disjoint keys, which leads to lower contention on the cells of
the hash table. As a result, the C++ implementation of the Global Merge outperforms the
Java implementation by a factor of 54 because it uses fine-grained atomic instructions (assembly
instructions) that are not available in Java. In contrast, the C++ late Merge implementation is
slower than Global Merge by a factor of 1.4. The main reason is that the additional merging step at
the end of a window introduces extra overhead in terms of thread synchronization. Furthermore,
the Java implementation of the Local Merge and Global Merge perform similarly because they
implement the same atomic primitives.

The upfront partitioning is slower than Local Merge by a factor of 3.2 because it utilizes
queues, buffers, and extra threads, which introduce extra overhead. An analysis of the execution
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reveals that the increased code complexity results in a larger code footprint. Furthermore, the
upfront partitioning materializes input tuples on both sides of the queue. As a result, the Java
implementation of upfront partitioning is slower than the C++ counterpart by a factor of 20.

In the remainder of this evaluation, we use Flink and Streambox as representative baselines for
state-of-the-art scale-up and scale-out SPEs. Furthermore, we restrict the in-depth performance
analysis to the YSB because the overall results of YSB and LRB are similar.

New York Taxi Query In Figure 3.10, we present the throughput results for the NYT query.
As shown, Flink, Spark Streaming, and Storm exploit only a small fraction of physical limit, i.e.,
0.5% (Flink), 0.37% (Spark Streaming), and 0.34% (Storm). The pure Java implementations
perform faster and exploit 16% (Java UP), 29% (Java LM), and 20% (Java GM) of the
available memory bandwidth. In contrast, the C++ based implementation achieve a much higher
bandwidth utilization of 69% (C++ UP), 80% (C++ LM), and 94% (C++ GM). Finally, the
scale-out optimized SPEs Streambox (17%) and Saber (6%) perform better than the scale-out
optimized SPEs. Compared to the YSB, this query induces simpler instructions but each tuple
is larger, which leads to better performing pure-Java implementations. However, the the C++
implementations are utilizing the memory bandwidth more efficiently and the best variant (GM)
achieves throughput values near the physical memory limit.

3.4.2.2 Execution Time Breakdown

In this section, we break down the execution time for different CPU components following the
Intel optimization guide [106]. This time breakdown allows us to identify which parts of the
micro-architecture are the bottleneck.

Metrics. Intel provides special counters to monitor buffers that feed micro-ops supplied by
the front-end to the out-of-order back-end. Using these counters, we are able to derive which
CPU component stalls the CPU pipeline and for how long. In the following, we describe these
components in detail. First, the front-end delivers up to four micro-ops per cycle to the back-
end. If the front-end stalls, the rename/allocate part of the out-of order engine starves and
thus execution becomes front-end bound. Second, the back-end processes instructions issued by
the front-end. If the back-end stalls because all processing resources are occupied, the execution
becomes back-end bound. Furthermore, we divide back-end stalls into stalls related to the memory
sub-system (called Memory bound) and stalls related to the execution units (called Core bound).
Third, bad speculation summarizes the time that the pipeline executes speculative micro-ops that
never successfully retire. This time represents the amount of work that is wasted by branch
mispredictions. Fourth, retiring refers to the number of cycles that are actually used to execute
useful instructions. This time represents the amount of useful work done by the CPU.

Experiment. In Figure 3.11, we breakdown the execution of cycles spent in the aforemen-
tioned five CPU components based on the Intel optimization guide [106].

Flink is significantly bounded by the front-end and bad speculation (up to 37%). Furthermore,
it spends only a small portion of its cycles waiting on data (23%). This indicates that Flink is

38



3.4 Evaluation

Flink Stream
box

Java
UP

C++
UP

Java
LM

C++
LM

Java
GM

C++
GM

0
20
40
60
80

100

Pe
rc

en
ta

ge
of

T
im

e.

FE Bound
Bad Speculation
Retiring
Memory Bound
Core Bound

Figure 3.11: Execution time breakdown YSB.

CPU bound. In contrast, Streambox is largely core bounded which indicates that the generated
code does not use the available CPU resources efficiently.

All Java implementations are less front-end bound and induce less bad speculation and more
retiring instructions compared to their respective C++ implementations. In particular, the Java
implementations spend only few cycles in the front-end or due to bad speculation (5%-11%). The
remaining time is spent in the back-end (23%-28%) by waiting for functional units of the out-of-
order engine. The main reason for that is that Java code accesses tuples using a random access
pattern and thus spend the majority of time waiting for data. Therefore, an instruction related
stall time is mainly overlapped by long lasting data transfers. In contrast, C++ implementations
supply data much faster to the CPU such that the front-end related stall time becomes more
predominant. We conclude that Java implementations are significantly core bound. LRB induces
similar cycle distributions and is therefore not shown.

All C++ implementations are more memory bound (43%-70%) compared to their respective
Java implementations (33%-40%). To further investigate the memory component, we analyze the
exploited memory bandwidth. Flink and Streambox utilize only 20% of the available memory
bandwidth. In contrast, C++ implementations utilize up to 90% of the memory bandwidth and
Java implementations up to 65%. In particular, the Java implementations exploit roughly 70% of
the memory bandwidth of their respective C++ implementations. Therefore, other bottlenecks,
such as inefficient resource utilization inside the CPU, may prevent a higher record throughput.
Finally, the more complex code of LRB results in 20% lower memory bandwidth among all
implementations (not shown here). We conclude that C++ implementations are memory bound.

Outlook. The memory bound C++ implementations can benefit from an increased band-
width offered by future network and memory technologies. In contrast, Java implementations
would benefit less from this trend because they are more core bound compared to the C++
implementations. In particular, a CPU becomes core bound if its computing resources are
inefficiently utilized by resource starvation or non-optimal execution ports utilization. In the
same way, state-of-the-art scale-out SPEs would benefit less from increased bandwidth because
they are significantly front-end bound. In contrast, Streambox as a scale-up SPE would benefit
from an improved code generation that utilizes the available resources more efficiently. Overall,
Java and current SPEs would benefit from additional resources inside the CPU, e.g., register or
compute units, and from code that utilizes the existing resources more efficiently.
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Table 3.1: Resource utilization of design alternatives.

3.4.2.3 Analysis of Resource Utilization

In this section, we analyze different implementations of YSB regarding their resource utilization.
In Table 3.1, we present sampling results for Flink and Streambox as well as Upfront Partitioning
(Part.), Local Merge (LM), and Global Merge (GM) implementations in Java and C++. Each
implementation processes 10M records per thread and the sampling results reflect the pure
execution of the workload without any preliminary setup.

Control Flow. The first block of results presents the number of branches and branch
mispredictions. These counters are used to evaluate the control flow of an implementation. As
shown, the C++ implementations induce only few branches as well as branch mispredictions
compared to the Java implementations (up to a factor of 3) and Flink (up to a factor of
5). However, all C++ implementations induce the same number of branch mispredictions but
different number of branches. The main reason for that is that UP induces additional branches for
looping over the buffer. Since loops induce only few mispredictions, the number of mispredictions
does not increase significantly.

Overall, C++ implementations induce a lower branch misprediction rate that wastes fewer
cycles for executing mispredicted instructions and loads less unused data. Furthermore, a low
branch misprediction rate increases code locality. Regarding the state-of-the-art SPEs, Streambox
induces less branches but more branch mispredictions.

Data Locality. The second block presents data cache related counters which can be used to
evaluate the data locality of an implementation. Note that, YSB induces no tuple reuse because
a tuple is processed once and is never reloaded. Therefore, data-related cache misses are rather
high for all implementations. As shown, the C++ implementations outperform the Java based
implementations by inducing the least amount of data cache misses per input tuple in all three
cache levels. The main reason is the random memory access pattern that is introduced by object
scattering in memory for JVM-based implementations. Furthermore, all C++ implementations
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produce similar numbers but the Java implementations differ significantly. Interestingly, the
Java Upfront Partitioning implementation and Flink induce a significantly higher number of
misses in the data TLB cache, which correlates directly to their low throughput (see Figure 3.8).
Additionally, Streambox induces the most data related cache and TLB misses which indicates
that they utilize a sub-optimal data layout.

Overall, C++ implementations induce up to 9 times less cache misses per input tuple which
leads to a higher data locality. This higher data locality results in shorter access latencies for
tuples and thus speeds up execution significantly.

Code Locality. The third block presents instruction cache related counters, which can
be used to evaluate the code locality of an implementation. The numbers show that the C++
implementations create more efficient code that exhibits a high instruction locality with just a
few instruction cache misses. The high instruction locality originates from a small instruction
footprint and only few mispredicted branches. This indicates that the instructions footprint of
the C++ implementations of YSB fits into the instruction cache of a modern CPU. Furthermore,
the late merging strategies produce significantly fewer cache misses compared to the Upfront
Partitioning strategy. The misses in the instruction TLB follow this behavior.

The last block presents the number of executed instructions per input tuple which also impacts
the code locality. Again, the C++ implementations execute significantly fewer instructions
compared to Java implementations. Furthermore, the late merging strategies execute fewer
instructions than the UP. This is also reflected in the throughput numbers in Figure 3.8. Since
the C++ implementations induce fewer instruction cache misses compared to the respective Java
implementations, we conclude a larger code footprint and the virtual function calls of a JVM are
responsible for that. Interestingly, Flink executes almost as many instructions as Streambox but
achieves a much lower throughput.

For all instruction related cache counters, Flink induces significantly more instruction cache
misses compared to Java implementations by up to three orders of magnitude. The main reason
for this is that the code footprint of the generated UDF code exceeds the size of the instruction
cache. In contrast, Streambox generates smaller code footprints and thus induces less instruction
related cache misses.

Summary. All C++ implementations induce a better control flow, as well as a higher data
and instruction locality. In contrast, Java-based implementations suffer from JVM overheads such
as pointer chasing and transparent memory management. Overall, both late merging strategies
outperform Upfront Partitioning. Finally, Flink and Streambox are not able to exploit modern
CPUs efficiently.

3.4.2.4 Comparison to Cluster Execution

In this section, we compare our hand-written implementations with scale-out optimized SPEs on
a cluster of computing nodes. Additionally, we present published results from the scale-up SPEs
SABER and Streambox. In Figure 3.12, we show published benchmarking results of YSB on a

41



3. Analyzing Efficient Stream Processing on Modern Hardware

0

125

250

375

500

2 15
65

T
hr

ou
gh

pu
t

[M
re

co
rd

s/
s]

Kafka Streams
Flink
Spark

0.4 3 15

Storm+Kafka
Flink+Kafka
Flink w/o Kafka

79
12

SABER
Streambox

384

C++ LM

(a) 10 Nodes (b) 10 Nodes

(c) 1 Node
(d) Optimized

Figure 3.12: YSB reported throughput.

cluster [94, 107, 108]. We choose to use external numbers because the vendors carefully tuned
their systems to run the benchmark as efficiently as possible on their cluster.

The first three numbers are reported by databricks [107] on a cluster of 10 nodes. They
show that Structured Streaming, an upcoming version of Apache Spark, significantly improves
the throughput (65M rec/sec) compared to Kafka Streams (2M rec/sec) and Flink (15M rec/sec).
The next three numbers are reported by dataArtisans [94] on a cluster of 10 nodes. They show
that Storm with Kafka achieves only 400K recs/sec and Flink using Kafka achieves 3M rec/second.
However, if they omit Kafka as the main bottleneck and move data generation directly into Flink,
they increase throughput up to 15M recs/sec.

Figure 3.12 shows, even when using 10 compute nodes, the throughput is significantly below
the best performing single node execution that we present in this Chapter (C++ LM). The major
reason for this inefficient scale-out is the partitioning step involved in distributed processing.
As the number of nodes increases, the network traffic also increases. Therefore, the network
bandwidth becomes the bottleneck and limits the overall throughput of the distributed execution.
However, even without the limitations on network bandwidth by using one node and main memory,
state-of-the-art SPEs cannot utilize modern CPUs efficiently (see Figure 3.8). One major reason
for this is that their optimization decisions are focused on scale-out instead of scale-up.

The next two benchmarking results are reported in [105] which measure the throughput of
SABER and Streambox on one node. Although they achieve a higher throughput compared
to scale-out SPEs, they still do not exploit the capabilities of modern CPUs entirely. Note
that the numbers reported in [105] differ from our numbers because we use different hardware.
Furthermore, we change the implementation of YSB on Streambox to process characters instead
of strings and optimize the parameter configuration such that we can improve the throughput to
71M rec/sec (see Figure 3.8). The last benchmarking result reports the best performing hand-
coded C++ implementation presented in this Chapter which achieves a throughput of up to 384M
rec/sec.
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Figure 3.13: Scale-out experiment using YSB, LRB, and NYT query.

As a second experiment, we demonstrate the scale-out performance of Flink on the YSB, LRB,
and NYT and compare it to a single node implementation. Note that, we did the same scale-out
experiments for all queries on Spark and Storm and they show the same behavior; therefore, we
omit them in Figure 3.13. We execute the benchmarks on up to 16 nodes, whereas each node
contains a 16-core Intel Xeon CPU (E5620 2.40GHz) and all nodes are connected via 1Gb Ethernet.
In Figure 3.13, we compare our single node optimized version (DOP=1) with the the scale-out
execution (DOP 2-16). As shown, YSB scales to up four nodes with a maximum throughput of
8.2M recs/sec. In contrast, NYT scales to up eight nodes with a maximum throughput of 7.4M
recs/sec. The main reason for this sub-optimal scaling is that the benchmarks are network-bound.
Flink generates the input data inside the engine and uses its state management APIs to save the
intermediate state. However, the induced partitioning utilizes the available network bandwidth
entirely. In contrast, LRB does increase the throughput for each additional node but the overall
increase is only minor.

Overall, Figure 3.13 reveals that even if we scale-out to a large cluster of nodes, we are not
able to provide the same throughput as a hand-tuned single node solution. However, a recent
study shows that as the network bandwidth increases, the data processing for distributed engines
becomes CPU-bound [57]. The authors conclude that current data processing systems, including
Apache Spark and Apache Flink need systematic changes.

3.4.2.5 Remote Direct Memory Access

In this experiment, we want to examine if hand-written Java or C++ implementations are capable
of utilizing the ever rising available network bandwidth in the future. To this end, we extend the
YSB Benchmark such that one node produces the data, as it will be the case in the streaming
scenario, and one node gets the stream of data via Infiniband and RDMA. In Figure 3.14, we
show the throughput of our hand-written implementation of the YSB using Java and C++ on an
E7-4850v4 CPU and an InfiniBand FDR network. With physical limit, we refer to the maximum
bandwidth following the specification of 56 Gbit/s (FDR 4x). For Java as well as for C++, we
implement one version that just sends data via the network without processing it, i.e., read only,
and one version that includes the processing of the YSB, i.e., with proc. As shown, a C++
implementation that sends data over a high-speed InfiniBand network and processes it is able to
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Figure 3.14: Infiniband exploitation using RDMA (the red line indicates the physical limit).

reach nearly the same throughput as the implementation without processing. In contrast, the
Java implementation with processing achieves only 22% of the throughput without processing.
This indicates that the Java implementation is bounded by the processing instead of the network
transfer. This is in line with the results presented in the previous sections. Overall, the C++
implementation is able to exploit 70% of the theoretical bandwidth without processing compared
to 38% using Java.

3.4.2.6 Latency

In this experiment, we compare the latencies of the Upfront Partitioning and the Global Merge
parallelization strategy for a C++ implementations processing and 10M YSB input tuples. With
latency, we refer to the time span between the end of a window and the materialization of
the window at the sink. Our results show, that the Global Merge exhibits an average latency
of 57ns (min: 38ns; max: 149ns). In contrast, Upfront Partitioning induces a one order of
magnitude higher latency of 116𝜇s (min: 112𝜇s; max: 122𝜇s). The main reason for this is the
delay introduced by queues and buffers.

In all our experiments, Global Merge implementations achieve very low latencies in the order
of a hundred nanoseconds. This is in contrast to state-of-the-art streaming systems which use
Upfront Partitioning [20, 22, 2]. In particular, these systems have higher latencies (in the order of
ms) for the YSB [55, 94, 108]. The Linear Road Benchmark defines a fixed latency upper bound
of 5 seconds which our implementation satisfies by far.

3.4.3 Discussion

Our work is driven by the key observation that emerging network technologies allow us to ingest
data with main memory bandwidth on a single scale-up server [28]. We investigate design aspects
of an SPE optimized for scale-up. The results of our extensive experimental analysis are the
following key insights:

Avoid high level languages. Implementing the critical code path or the performance
critical data structures in Java results in a larger portion of random memory accesses and virtual
function calls. These issues slow down Java implementations up by a factor of 54 compared to our
C++ implementation. Furthermore, our profiling results provide strong indication that current
SPEs are CPU-bound.
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Avoid queuing and apply operator fusion. An SPE using queues as a mean to exchange
data between operators is not able to fully exploit the memory bandwidth. Thus, data exchange
should be replaced by operator fusion, which is enabled by query compilation techniques [24].

Use Late Merge parallelization. The parallelization based on Upfront Partitioning
introduces an overhead by up to a factor of 4.5 compared to late merging that is based on
logically dividing the stream in blocks. The key factor that makes working on blocks applicable
in an SPE is that the network layer performs batching on a physical level already.

Use lock-free windowing. Our experiments reveal that a lock-free windowing implemen-
tation achieves a high throughput for a SPE on modern hardware. Furthermore, our approach
enables queue-less late merging.

Scale-Up is an alternative. In our experiments, a single node using an optimized C++
implementation outperforms a 10 node cluster running state-of-the-art streaming systems. We
conclude that scale-up is a viable way of achieving high throughput and low latency stream
processing.

3.5 Related Work

In this section, we cover additional related work that we did not discuss already. We group related
work by topics.

3.5.1 Stream Processing Engines

The first generation of streaming systems has built the foundation for today’s state-of-the-art
SPEs [85, 109, 110, 111]. While the first generation of SPEs explores the design space of stream
processing in general, state-of-the-art systems focus on throughput and latency optimizations for
high velocity data streams [14, 112, 20, 34, 21, 22, 113, 2]. Apache Flink [20], Apache Spark [2],
and Apache Storm [22] are the most popular and mature open-source SPEs. These SPEs optimize
the execution to scaling-out on shared-nothing architectures. In contrast, another line of research
focuses on scaling-up the execution on a single machine. Their goal is to exploit the capabilities
of one high-end machine efficiently. Recently proposed SPEs in this category are Streambox [4],
Trill [39], or Saber [40]. In this Chapter, we examine the data-related and processing-related
design space of scale-up and scale-out SPEs in regards to the exploitation of modern hardware.
We showcase design changes that are applicable in many SPEs to achieve higher throughput
on current and future hardware technologies. In particular, we lay the foundation by providing
building blocks for a third generation SPE, which runs on modern hardware efficiently.

3.5.2 Data Processing on Modern Hardware

In-memory databases explore fast data processing near memory bandwidth speed [114, 115, 24,
116, 117]. Although in-memory databases support fast state access [118, 119], their overall stream
processing capabilities are limited. In this Chapter, we widen the scope of modern hardware
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exploitation to more complex stream processing applications such as LRB, YSB, and NYT. In
this field, SABER also processes complex streaming workloads on modern hardware [40]. However,
it combines a Java-based SPE with GPGPU acceleration. In contrast, we focus on outlining the
disadvantages of a Java-based SPEs. Nevertheless, the design changes proposed by the authors
of SABER are partially applicable for JVM-based SPEs.

3.5.3 Performance Analysis of SPEs

Zhang et al. [16] deeply analyze the performance characteristics of Storm and Flink. They
contribute a NUMA-aware scheduler as well as a system-agnostic not-blocking tuple buffering
technique. Complementary to the work of Zhang, we investigate fundamental design alternatives
for SPEs, specifically data passing, processing models, parallelization strategies, and an efficient
windowing technique. Furthermore, we consider upcoming networking technologies and existing
scale-up systems.

Ousterhout et al. [120] analyze Spark and reveal that many workloads are CPU-bound and
not disk-bound. In contrast, our work focuses on understanding why existing engines are CPU-
bound and on systematically exploring means to overcome these bottlenecks by applying scale-up
optimizations.

Trivedi et al. assess the performance-wise importance of the network for modern distributed
data processing systems such as Spark and Flink [57]. They analyze query runtime and profile
the systems regarding the time spent in each major function call. In contrast, we perform a more
fine-grained analysis of hardware usage of those and other SPEs and native implementations.

3.5.4 Query Processing and Compilation

In this Chapter, we used hand-coded queries to show potential performance advantages for SPEs
using query compilation. Using established code generation techniques proposed by Krikellas [121]
or Neumann [24] allows us to build systems that generate optimized code for any query, i.e., also
streaming queries. However, as opposed to a batch-style system, input tuples are not immediately
available in streaming systems. Furthermore, the unique requirements of windowing semantics
introduce new challenges for a query compiler. Similarly to Spark, we adopt code generation to
increase throughput. In contrast, we directly generate efficient machine code instead of byte code,
which requires an additional interpretation step for the execution.

3.5.5 Stream Processing on Modern Hardware

BriskStream [6] is a JVM-based SPE that efficiently executes streaming queries on multi-core,
multi-socket CPUs. To this end, BriskStream schedules operators on the CPU cores to reduce
intra-socket communication. Our techniques are orthogonal to BriskStream, as we focus on
increasing the efficiency of stream processing on modern hardware via a fundamental redesign
of the architecture of an SPE. System builders who seek to accelerate their SPEs on multi-
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socket architecture benefit from our techniques as well as the solution proposed by the authors
of BriskStream.

The solutions listed below apply query compilation to speed up stream processing workloads
following the ideas proposed in this Chapter. In particular, Grizzly [38] and LightSaber [5]
are SPEs prototypes propose scale-up execution runtimes that rely on query compilation to
achieve operator fusion. Grizzly uses adaptive query compilation to continuously re-optimize the
generated code of running queries to adjust it in the changes in data characteristics. In contrast,
LightSaber offers query compilation along with a fine-grained late merging execution model based
on parallel aggregation trees. Overall, the two SPEs address the limitations of JVM-based SPEs
by following the guidelines discussed in this Chapter.

3.6 Conclusion

In this Chapter, we have analyze the design space alternatives to build SPEs optimized for scale-
up. Our experimental analysis reveals that the design of current SPEs cannot exploit the full
memory bandwidth and computational power of modern hardware. In particular, SPEs written
in Java cause a larger number of random memory accesses and virtual function calls compared
to C++ implementations.

Our hand-written implementations that use appropriate streaming optimizations for modern
hardware achieve near memory bandwidth and outperform existing SPEs in terms of throughput
by up to two orders of magnitude on three common streaming benchmarks. Furthermore, we show
that carefully-tuned single node implementations outperform existing SPEs even if they run on
a cluster. Emerging network technologies deliver similar or even higher bandwidth compared to
main memory. Current systems cannot fully utilize the current memory bandwidth and, thus,
also cannot exploit faster networks in the future.

With this Chapter, we lay the foundation for a scale-up SPE by exploring design alternatives
in-depth and describing a set of design changes that can be incorporated into current and future
SPEs. In particular, we show that a queue-less execution engine based on query compilation,
which eliminates queues as a tool to exchange intermediate results between operators, is highly
suitable for an SPE on modern hardware. Furthermore, we suggest to replace Upfront Partitioning
with Late Merging strategies.

Overall, we conclude that with emerging hardware, scale-up is a viable alternative to scale-out,
if the resource of a single-node instance can efficiently sustain the workload. In the next Chapter,
we make use of the findings of this Chapter and investigate how to accelerate those workloads
that do not fit the single-node instance, i.e., by efficiently scaling-out streaming query execution
on a cluster with high-speed networks.
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4
Rethinking Stateful Stream Processing

on High-speed Networks

4.1 Introduction

In the previous Chapter, we provide solutions to rethink the single-node SPE design to efficiently
exploit modern hardware query processing performance for stateful stream processing workloads.
In this Chapter, we reuse the concepts of the previous Chapter to design an SPE that efficiently
executes stateful stream processing workloads on distributed computing systems. We observe
that the advancement in data center networking technology, over the last decade, has bridged
the gap between network and main memory data rates [23, 28]. In fact, it is possible today
to purchase or rent servers that offer supercomputer-grade network bandwidths [122, 123]. For
instance, a high-speed Network Interface Controller (NIC) supports up to 25 GB/s as network
throughput and 600 ns latency per port [53], while modern switches support up to 40 TB/s
as overall network throughput [124]. Double Data Rate 4 (DDR4) modules support up to 25
GB/s per channel and 13 ns CAS latency, while main memory bandwidth reaches up to 204.8
GB/s [125]. This improvement is due to Remote Direct Memory Access (RDMA): a feature of
high-speed networks that enables high throughput data transfer with microsecond latency. Thus,
the common assumption that network is often the bottleneck in distributed settings no longer
holds [29].

Research has shown that RDMA hardware does not provide a “plug-and-play” performance
gain to existing data management systems [28]. Consequently, it is necessary to revise their
architecture to use full bandwidth [28]. Recent research has proposed a number of architecture
revisions to accelerate OLAP [28, 126], OLTP [127], indexing [128], and key-value stores [129,
54] using RDMA in rack-scale deployments. In this Chapter, we make the case that Stream
Processing Engines (SPEs) also require architectural changes to truly benefit from RDMA
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hardware. To this end, we show that current scale-out SPEs are not ready for RDMA acceleration
and existing RDMA solutions do not fit the stream processing paradigm. Thus, we propose an
SPE architecture that natively integrates with RDMA to efficiently ingest and process data in
rack-scale deployments.

Current SPEs, e.g., Apache Flink [35], Storm [22], TimelyDataflow [21], and Spark [36],
cannot fully benefit from RDMA hardware. Their design choices fundamentally prevent them
from processing data at full data-center network speed for the following reasons. First, RDMA-
unfriendliness, current SPEs rely on socket-based networking, e.g., TCP/IP, to ingest and
exchange data streams. Even though socket-based networking runs on RDMA hardware, it
cannot fully exploit its potential, e.g., using IP-over-InfiniBand (IPoIB) [28]. Second, costly
message-passing, current SPEs rely on message-passing to process data following a Map/Reduce-
like paradigm [49]. This results in a performance regression and thus in an inefficient execution
induced by sub-optimal data and code locality [47, 16]. In particular, message passing
induces expensive queue-based synchronization among network and data processing threads [27].
Furthermore, Map/Reduce-like paradigms are network-bound on relatively slow socket-based
connections, when considering data-intensive workloads. Yet, they become compute bound in
the presence of fast networks [28, 29]. As a result, they do not benefit from the data rate of a
high-speed network. Finally, costly scale-out execution, current scale-out SPEs rely on operator
fission [46] to achieve data-parallel computations. This enables each SPE executor to process
a disjoint partition of the stream and manage local state. However, fission involves continuous
data re-partitioning, which is expensive [47].

Furthermore, previous RDMA solutions for data-intensive systems do not solve the above
problems. An SPE requires to run stateful analytics on in-flight records and perform point
updates and range scans on operator state. However, RDMA-accelerated OLAP systems speed-
up batch analytics on immutable datasets [130, 58, 131, 126]. RDMA-based key-value stores
are design for transactional workloads comprising point lookups and insertions [54, 129]. As
a result, the data-access patterns and processing model of SPEs need dedicated solutions for
RDMA-acceleration.

To enable stateful stream processing at full network bandwidth with very low latency, we
propose Slash, our RDMA-accelerated SPE for rack-scale deployments. We design a new
architecture to enable a processing model that omits data re-partitioning and applies stateful
query logic on ingested streams. Slash comprises the following building blocks: the RDMA
Channel, the stateful query executor, and the Slash State Backend (SSB). First, we design an
RDMA-friendly protocol to support streaming among nodes via dedicated RDMA data channels.
This enables Slash to perform data ingestion and data exchange among nodes at full RDMA
network speed, by leveraging the aggregated bandwidth of all NICs. Second, we devise a stateful
executor that omits message passing and runs queries following late merge technique [47]. Finally,
we replace re-partitioning with the SSB that enables consistent state sharing across distributed
nodes. This enables multiple nodes to concurrently update the same key-value pair of the state
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(for instance, a group of a windowed aggregation). To ensure consistency, we introduce an epoch-
based protocol to lazily synchronize state updates using RDMA.

Slash executors scale out computation by eagerly applying stateful operators on data stream
to compute partial state. Executors store partial state into the SSB, which ensures a consistent
view of the state for all Slash executors. Our evaluation on common streaming workloads shows
that Slash outperforms baseline approaches based on data re-partitioning and is skew-agnostic. In
particular, we compare Slash against a scale-out SPE (Apache Flink) on an IPoIB network, a scale-
up SPE called LightSaber, and a self-developed straw-man solution called RDMA UpPar, which
scales out query execution via RDMA-based data re-partitioning. Slash achieves up to 22x and
11.6x higher throughput than RDMA UpPar and LightSaber, respectively. Furthermore, Slash
outperforms Flink by achieving an order of magnitude higher throughput. In sum, this shows
that RDMA alone cannot achieve peak performance without redesigning the SPE internals.

In this Chapter, we make the following contributions.

• To natively integrate high-speed RDMA networks, we propose Slash, a novel RDMA accele-
rated SPE.

• We design a stateful query executor to make Slash scale-out data stream processing over
an RDMA network.

• We define an RDMA streaming protocol for Slash to transfer data at line rate using the
RDMA channel.

• We architect the SSB that enables a distributed consistent state over RDMA interconnects.

• We validate Slash’s design on common streaming benchmarks on a high-end RDMA cluster
and show up to 25x throughput improvement over our strongest baseline.

We structure this Chapter as follows. In Section 4.2, we make the case of RDMA acceleration
for an SPE and list challenges and opportunities. In Section 4.3, we present the system
architecture of Slash and provide an overview of each component. After that, we describe the
stateful executor (see Section 4.4), the RDMA Channel (see Section 4.5), and the SSB (see
Section 4.6). Afterwards, we conduct an extensive evaluation of Slash in Section 4.7. We describe
related works in the realm of SPEs and RDMA-enabled database systems in Section 4.8. Finally,
we summarize the findings of this Chapter and discuss ideas for future work in Section 4.9.

4.2 The Case for RDMA-Accelerated Stateful Stream Processing

In this section, we make the case for RDMA-based acceleration of stateful stream processing
workloads. To this end, we analyze options to co-design an SPE with RDMA networks (see
Section 4.2.1) and derive design challenges to be tackled (see Section 4.2.2). Afterwards, driven
by our analysis, we propose the system architecture of Slash (see Section 4.3).
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4.2.1 RDMA Integration

Previous research proposes three general approaches for the integration of RDMA into a general-
purpose data management system [28]. In the following, we analyze their applicability to an SPE
and the implication behind these design decisions.

Plug-and-play integration. In this approach, the deployment of a shared-nothing system
occurs on an IPoIB network. Previous research has shown that it does not necessarily result
in performance improvements [28]. In particular, IPoIB does not saturate network bandwidth
and introduces CPU overhead for small messages [28]. In our evaluation, we show that query
execution of current SPEs improves only slightly using IPoIB.

Lightweight integration. This approach involves the replacement of socket-based network-
ing with RDMA verbs. Although it benefits from high network bandwidth, it still suffers from
bottlenecks that are present in the original design [28, 52, 47]. We validate this claim by building
a straw-man solution that implements the lightweight approach. In particular, we implement and
evaluate a data re-partitioning component that uses RDMA QPs instead of sockets [126]. Note
that several SPEs, such as Apache Flink and TimelyDataflow, leverage data re-partitioning to
parallelize operators and thus scale-out computation. We refer to this approach in the remainder
of this Chapter as RDMA UpPar. Note that the performance regression induced by lightweight
integration does not depend on the underlying runtime or language. Thus, we implement RDMA
UpPar in C++ to omit managed runtime overhead and show that the performance regression is
due to the overall SPE design.

Native integration. Previous research indicates that the most-effective option for the
integration is to co-design software components with RDMA [28, 52, 128, 127]. For a data
management system, this approach involves a re-design of its internals, e.g., storage management
and query processing, to remove the network bottleneck. Notably, the data re-partitioning
component of a scale-out SPE is network bound in the presence of a high data rates and slow
networks [29]. Furthermore, recent works have shown that data re-partitioning is responsible for
performance regressions in scale-out SPEs due to its sub-optimal CPU utilization in the presence
of high bandwidths [16, 47]. This suggests that an SPE must re-think its scale-out computational
model and evaluate alternatives to data re-partitioning, to fully benefit from RDMA acceleration.
We refer to this approach in the remainder of this Chapter as Slash.

With Slash, we focus on the native approach and discuss the necessary architectural and
algorithmic changes when designing an RDMA-accelerated SPE. In addition, we assess the
performance of the native solution against plug-and-play and lightweight integrations.

4.2.2 Design Challenges

In the previous section, we make the case for native RDMA integration, which promises peak
performance, but requires changes to a scale-out SPE. In this section, we analyze the design
challenges and the implications that come with native RDMA acceleration.
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C1: Efficient Streaming Computations. Besides high-throughput data transfer, RDMA-
based systems enable a highly-efficient decoupled processing model: storage and compute nodes
access each other’s memory at byte-level granularity [28, 126, 127, 129, 128]. In this model,
costly data re-partitioning for data-parallel processing is not necessary, as each node can access
data from any remote memory location. As a result, we identify as first design challenge to
support an efficient processing model for distributed streaming computations that profits from
memory access at byte-level granularity. This involves replacing re-partitioning strategy with a
performance-friendly, RDMA-based processing strategy.

C2: Efficient Data Transfer. In an SPE, data channels must enable efficient data
transfer among operators over the network. However, RDMA provides several network transfer
capabilities, which induce many design options and trade-offs between throughput and latency.
For instance, one-sided verbs achieve lower network latency than two-sided verbs, especially on
the most recent NICs [132, 27, 54]. An RDMA READ involves a full network round-trip and has
thus higher latency than an RDMA WRITE [52]. Furthermore, techniques, such as huge-pages,
pipelining, header-only messages, and selective signaling, further improve performance [52, 28].
To the best of our knowledge, there is no comprehensive analysis of RDMA capabilities on stream
processing workloads [47, 133]. As a result, we identify as second design challenge the selection
of RDMA capabilities to achieve high-throughput stream processing with low latency.

C3: Consistent Stateful Computation. SPEs needs to ensure consistent stateful
computation. Thus, an RDMA-accelerated SPE must consistently manage state, while processing
incoming records. This involves keeping track of the distributed computation, while ensuring
exactly-once state updates. As a result, we identify as third design challenge to achieve consistency
guarantees for stateful streaming operators that access shared data structures using RDMA.

In sum, there is no system that fully solves the above design challenges, to enable stateful
stream processing at RDMA speed. Therefore, we propose Slash in the next section as a solution
to bridge the gap between RDMA acceleration and stream processing.

4.3 System design

The architecture of Slash comprises three components to enable robust stream processing: the
stateful executor 1 , the RDMA channel 2 , and the Slash State Backend 3 . Figure 4.1 shows
that each node executes an instance (a process) of a Slash stateful executor, which reads and
writes stream records using RDMA channels, applies operator logic, and stores intermediate
state into the state backend.

Stateful executor. A guiding design principle for the stateful executor of Slash (see
Section 4.4) is to make the common case fast when leveraging RDMA acceleration. To this end,
Slash executors follow a relaxed processing model based on lazy merging of eagerly computed
partial states. This is similar to the execution model of scale-up SPEs, which is based on
late merge. However, Slash performs merging at cluster level using RDMA. To avoid costly
data repartitioning, Slash executor eagerly compute partial state in parallel on physical data
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flows of a stream Furthermore, Slash executors lazily merge partial, distributed state and output
consistent result using our RDMA-based components: the SSB and the RDMA channels. We
use RDMA acceleration to design efficient distributed algorithms and data structures that enable
fast, coherent memory access at byte-level granularity.

RDMA Channel. Slash RDMA channels (see Section 4.5) are data channels that enable
sending and receiving records at full line rate with sub-millisecond latency, via an RDMA-shared
circular queue. Sender and receiver read/write from/to the queue using RDMA semantics. In
contrast to socket-based RDMA channels, our RDMA channels enable higher throughput transfer
and zero-copy semantics. We use RDMA channels to implement data repartitioning in RDMA
UpPar as well as communication primitive for Slash.

Slash State Backend. The SSB is a distributed state backend (see Section 4.6) that
maintains operator state across the aggregated memory of multiple nodes. We design our
distributed state backend for common stream processing use-cases: update-intensive workloads,
and quick triggering and post-processing of in-flight windows [134]. In contrast to traditional
approaches, which allow for local mutable state co-partitioned with input stream, our state
backend enables distributed mutable state using RDMA. As a result, Slash executors can
consistently and concurrently update key-value pairs of the distributed state, which in turn
enables lazy execution.

Overall, the Slash stateful executor tackles C1 and enables highly efficient yet consistent
processing model using RDMA-based building blocks. RDMA channels enable fast network
transfer and address C2. Finally, Slash’s distributed state backend solves C3 via consistent
state management, by a coherence protocol tailored to RDMA.
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Channel

 RDMA 

Channel

Multi-

threaded

Executor

1

2

Multi-

threaded

Executor

Multi-

threaded

Executor2

11

3

Figure 4.1: The Architecture of Slash.

4.4 Slash Stateful Executor

In this section, we present the Slash processing model (see Section 4.4.1) and discuss execution-
related aspects: supported stream operators (see Section 4.4.2) and parallel execution (see
Section 4.4.3).

54



4.4 Slash Stateful Executor

Input Stream 

Flow

Pre-

Processing

Window 

Assignment
Window 

Triggering 

Post-

Processing

Slash State 

Backend

Input Stream 

Flow

Pre-

Processing

Window 

Assignment

Window 

Triggering 

Post-

Processing

Partial Global

Processing Instance #1

Processing Instance #2

Filter WindowSource Sink

Figure 4.2: Slash translates a query comprising filter and a time-based windowing operators into
pipelines (green and violet shapes). Slash executes each pipeline on its instances. Left pipelines
update the distributed window state. Right pipelines trigger the window and read the distributed
state.

4.4.1 Processing Model

Slash’s stateful executor applies data-parallel transformations to physically partitioned data flows
of a data stream. Thus, Slash runs in parallel multiple instances of the same operator across the
nodes of a cluster. Slash does not assume that data flows are logically partitioned on the primary
key, thus, a key may appear in multiple data flows.

Figure 4.2 depicts the stateful processing model of Slash. Slash supports stateless and stateful
continuous operators as operator pipelines, in line with recent scale-up approaches to stream
processing [47, 38, 5, 50]. Each pipeline terminates with a soft pipeline breaker, such as a window
trigger operator [38, 5], as shown in Figure 4.2. However, Slash extends the late-merge scale-up
approach to support scaling out. To this end, Slash shares operator state among a set of nodes
(via RDMA) and omits data re-partitioning. Slash performs no data re-partitioning, e.g., no
hash-based re-partitioning. Thus, operators immediately update the shared mutable state, which
is kept consistent across Slash instances by the SSB. Furthermore, the degree of parallelism of a
pipeline is bound by the number of its input data flows.

State and computation consistency involves two properties. We describe the two properties
in the following and discuss below how we achieve them.

Property 1 (P1). Slash must not output any result at timestamp 𝑡 that is computed using
records bearing timestamps greater than 𝑡.

Property 2 (P2). A distributed computation over a data stream 𝐷 in Slash must result
after lazy merging in the same output that a sequential computation would produce processing
𝐷.

Progress Tracking. Scale-out SPEs rely on re-partitioning and in-band or out-of-band
progress tracking to trigger event-time windows on a key basis [30, 21]. Slash omits data re-
partitioning, which introduces a challenge in the progress tracking of the overall distributed
computation. In fact, instances of a scale-out SPE that omits data re-partitioning must coordinate
to detect window termination and merge partial windows. To satisfy P1, Slash relies on vector
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clocks [135]. Every Slash executor 𝑒 tracks the lowest watermark 𝑙𝑒,𝑤 for each window 𝑤: the
greatest event-time timestamp of the records that update the window. Upon lazy merging, Slash
executors share among each other their low watermarks via RDMA to build a vector clock 𝑉𝑤 =
{𝑙1,𝑤, … , 𝑙𝑚,𝑤}, where 𝑚 is the number of Slash executors. Through the vector clock, executors
observe each other’s progress and coordinate window triggering in event-time. Triggering occurs
when a Slash executor determines a timestamp entry in the vector clock to be greater than the
end timestamp of a pending window.

Consistency. Slash ensures computation consistency (P2) using an epoch-based coherence
protocol [136, 137] and conflict-free replicated data types (CRDTs) [138]. While we discuss our
coherence protocol in Section 4.6.2.2, we describe CRDT-related aspects in the following.

The state backend represents the partial state of a window as a CRDT. As a result, the window
bucket (or the window slice) in Slash need to be represented as a CRDT. CRDTs enable merging
partial state while guaranteeing consistent results as follows. A CRDT for a non-holistic window
computation, such as an aggregation, relies on commutativity of the aggregation. A CRDT for a
holistic window computation, such as a join, relies on join-semilattice and delta updates [139]. For
instance, the CRDT for a sum-based window stores the partial sums of each parallel summation.
Upon merging, the CRDT computes the final result as the sum of all partial values.

4.4.2 Stateful Operators

Slash provides two common stateful operators: hash-based aggregations and hash-based joins on
event-time windows. Slash assumes windowing techniques that rely on window buckets [140] or
general slicing [83], with the following modifications.

Windowing. Slash executes windowed operators as part of an operator pipeline that consists
of a window bucket (or slice) assigner and a window trigger. The window assigner determines
the bucket (or slice) to which a record belongs and updates it accordingly. In Slash, a window
assigner does not assume pre-partitioned data, but offloads state consistency to the state backend.
The window trigger outputs the window content based on event-time. In Slash, a window trigger
requires a vector clock to evaluate the triggering condition and relies on the state backend to
provide consistent state.

Windowed Aggregation. Slash provides hash-based aggregation that follows the late merge
approach [47]. Each Slash executor thread eagerly computes its own local state, i.e., a partial
hash-based aggregate for each in-flight window. In Slash, we scale-out late merge using RDMA
acceleration and distributed CRDT-based aggregations.

Windowed Join. Slash offers a windowed streaming join based on a hash join. For every
in-flight window, Slash eagerly builds a hash-table for the two streams based on the key and
event-time of incoming records. When a window terminates, Slash probes the hash-tables to
output per-key pairwise combinations of stored records. Slash ensures state consistency as the
underlying distributed hash-table lazily concatenates all partial values with the same key.
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Figure 4.3: The coroutine-based event-driven scheduler of Slash.

4.4.3 Parallel Execution

The Slash executor parallelizes operators using worker threads across a number of nodes. For
each physical operator, Slash assigns its RDMA channels to a worker thread. Each thread polls
each channel for incoming data buffers to process. Slash uses an event-driven scheduler based on
coroutines and a push-based processing model (see Figure 4.3). Coroutines are lightweight threads
that enable cooperative multitasking [141]. The Slash scheduler interleaves compute coroutines
with RDMA coroutines. RDMA coroutines execute RDMA-related tasks, such as polling buffers
from an RDMA channel. Compute coroutines perform push-based processing on polled buffers.
In the case of an empty RDMA channel, the scheduler parks the related RDMA coroutine and
executes available ready compute tasks. Thus, empty RDMA channels do not stall the execution
of pending compute coroutines.

We select coroutines, as they enable context switch with 10-20 ns of latency [129] and the
interleaving of compute and I/O-tasks [142]. Current SPEs perform network-related operation
on dedicated threads [30, 38, 5, 6]. However, performing RDMA operations on dedicated threads
needs synchronization with processing threads, which wastes up to 400 cycles on common x86
CPUs [27]. The Slash scheduler hides network latency by executing compute tasks while RDMA
packets are in-flight. This enables fine-grained control on RDMA and compute operations, which
results in higher CPU efficiency.

Overall, Slash’s processing model is inspired by LightSaber [5] and Grizzly [38], as it relies
on task-based parallelism and late merging of partial state. However, Slash differs from them as
follows. First, it extends the processing model of the above systems to target scale-out execution.
To this end, it introduces eager, distributed computation of partial results and their lazy merge
through RDMA. Second, it extends task-based parallelism using coroutines to interleave RDMA-
related operations with processing tasks. Finally, it is agnostic to the execution strategy, as it
supports compilation-based and interpretation-based strategies. Slash’s worker threads have their
own queues of coroutines to execute, whereas LightSaber and Grizzly share a single task-queue
among their worker threads and focus on compilation-based execution.
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Figure 4.4: The protocol behind an RDMA channel: a.) the sender (SQ) acquires the dotted buffer,
b.) begins the transfer, c.) waits for credit, and d.) acknowledge the completion on the receiver (RQ).

4.5 RDMA for Data Streaming

In this section, we present our RDMA-based transfer protocol that enables Slash to stream
data with high throughput and low latency. We provide an overview of our protocol (see
Section 4.5.1), describe its phases (see Section 4.5.2), and discuss details of our RDMA-channels
(see Section 4.5.3).

4.5.1 RDMA Data Transfer Protocol

Our protocol determines the record exchange between a producer and a consumer via an RDMA
channel. It defines the pipelined access to an RDMA-capable circular queue that guarantees
FIFO delivery of records. Our protocol is consumer-driven: the consumer (based on its processing
capabilities) requires the producer to adjust its sending rate to avoid back-pressure. Furthermore,
it defines a coherence model to access the queue: a producer cannot overwrite unread buffers in
the memory of the consumer. To this end, we schedule writes/reads to/from the queue via credit-
based flow control (CFC) [143]. CFC is widely used in RDMA protocols to ensure coherence of
RDMA-based data structures [129, 27]. In our solution, we use CFC to ensure FIFO delivery of
records and avoid back-pressure.

4.5.2 Phases of the Protocol

Our protocol has two phases: a setup phase and a transfer phase. The setup phase defines the
initialization of an RDMA channel, while the transfer phase defines the handling of data transfer
at runtime.

Setup phase. This phase consists of 1) the initialization of a circular queue of RDMA-
capable memory on the sender and receiver side and 2) setting up of a reliable RDMA connection
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between the two parties. The circular queue has 𝑐 slots, which is the initial number of credits.
Each slot is an RDMA-capable, fixed-size buffer, which are allocated in this phase. The value of
𝑐 is fixed throughout query execution, as its selection is hardware-sensitive and determines the
level of pipelining, which depends on the NIC capabilities [52].

Transfer phase. Figure 4.4 shows the steps of the transfer phase. In this phase, a producer
is permitted to: 1 acquire the next buffer from the circular queue and write to it, 2 post a write
request for a buffer to an RDMA NIC, and 3 poll for credit from the consumer. A consumer is
permitted to: 1 poll for an incoming data buffer, 2 mark the buffer for processing, and 3 send
a credit to the producer.

Using pipelining, a producer that follows our protocol can send up to 𝑐 buffers before it must
wait for credit [27]. In particular, write requests do not overtake each other and result in a data
buffer to be readable on the consumer upon their completion. To guarantee that a producer does
not overwrite unread data, the consumer must notify the producer about writables buffer in its
queue.

Properties. Based on the operations above, our protocol ensures three invariants. First, a
producer decreases its number of credits by one after a write request. Second, a consumer transfers
a credit to the producer after processing a buffer. This notifies the producer that the buffer is
writable. Finally, a producer with no credit cannot pick buffers from the queue. As a result,
it cannot push further write requests and has to wait for new credit from the receiver. Overall,
producers and consumers that follow our protocol are guaranteed to consistently exchange records
in FIFO order, at a self-adjusting data rate.

4.5.3 RDMA Channels

An RDMA channel consists of a QP, a circular queue, and a credit counter. RDMA channels
enable zero-copy transmission and reception of buffers using RDMA. Fundamental choices behind
this component are a flat memory layout of the circular queue and a push-based transfer model
via RDMA WRITEs. The choices influence design regarding data structure, RDMA verbs, and
message layout.

Data structure. The circular queue consists of an RDMA-capable memory area of 𝑐 × 𝑚
bytes, with 𝑐 as number of credits and 𝑚 as the size of a single buffer (see Figure 4.5). As a result,
buffers are contiguously stored, which induces a flat memory layout. Each buffer comprises of
contiguous payload and metadata, such as a flag for polling. A flat layout is beneficial for three
reasons. First, it avoids expensive pointer chasing operations [47]. Second, contiguously-stored
payload and metadata enable data transfer via a single RDMA request, whereas decoupled data
region and metadata would require two RDMA requests. Finally, it allows for cacheline alignment
and huge-pages allocation, which reduce CPU cache misses and NIC TLB misses [52].

RDMA verbs. We select a push-based transfer approach using RDMA WRITEs instead
of RDMA READs for the following reasons. First, an RDMA READ involves a round-trip
per message, which leads to higher latency and CPU utilization [129]. In contrast, an RDMA
WRITE needs a single trip per message. Second, RDMA WRITEs enable push-based transfer:
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the producer writes into the memory of the consumer, which polls its local memory. In contrast,
RDMA READs allow for pull-based transfers: the consumer continuously reads the producer’s
remote memory until the requested data is available. Thus, an RDMA pull-based model induces
extra network traffic, as polling occurs over RDMA. Overall, our push-based approach requires
only one network access per message and efficiently polls local memory.

Message layout. Slash transfers buffers as messages via RDMA WRITEs. This needs a
detection mechanism of inbound messages at the receiver. To this end, we divide the buffer into
a data region for the payload and a footer for metadata. We use the final byte of the footer
for polling, which has two benefits compared to polling on the header. Polling on the footer
guarantees full data transfer, as RDMA WRITE transfers buffers from lower to higher memory
addresses. Polling on the header does not ensure full reception of a buffer, as the transfer might
still be in progress. The consumer can safely process the data region when it detects the change
on the last byte.

4.6 Slash State Backend

The Slash State Backend (SSB) is a concurrent key-value store for in-memory operator state. It
provides state management techniques to build global operator state shared across multiple nodes
using RDMA. In this section, we describe our approach to RDMA-accelerated state management
(see Section 4.6.1) and the components of our SSB (see Section 4.6.2).

4.6.1 RDMA-accelerated State Management

In this section, we describe our approach to accelerate state management of a scale-out SPE using
RDMA. Our state management leverages RDMA to enable the nodes of an SPE to consistently
read and write each other’s state with high bandwidth and low latency. To this end, we first
present requirements for a state management component (see Section 4.6.1.1) and then discuss
the design of the SSB (see Section 4.6.1.2).

4.6.1.1 Requirements

State management defines how operators access and modify state. To speed-up state access
via RDMA and enable running operators to concurrently modify shared state, we analyze
requirements on workloads and RDMA semantics.

Workload. A state backend for SPEs has three strict design requirements [134]. First, a
state backend must support update-intensive workloads as stateful operators concurrently perform
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point updates of the state on a record basis. Point updates consists of read-modify-write (RMW)
operations that change a key-value pair based on the previous value and the record content.
Second, a state backend must enable efficient scans of its content, for example, to timely trigger
and post-process a window. Finally, it must allow for arbitrary state sizes, which may exceed
single-node memory boundaries.

RDMA semantics. A state backend must efficiently handle concurrent updates among
nodes. Nodes may concurrently update the same key-value pair and thus the state backend must
ensure consistent update semantics. This is a two-fold challenge: 1) needs a coherence protocol
among nodes to achieve consistency and 2) involves careful design of memory access patterns
from the local CPU as well as remote RDMA NICs, as they are not coherent.

4.6.1.2 Design of the Slash State Backend

Based on the above requirements, we consider the following design choices to achieve RDMA
acceleration for consistent state management. As discussed in Section 4.4, Slash does not
perform re-partitioning but uses shared mutable state for stateful operators. Shared mutable
state enables concurrent reads and writes on the same key-value pair. However, this requires
expensive coordination among readers and writers, which we avoid with our SSB as we show in
the following.

Partial State. SSB maintains on every executor a partial state for each locally-running
operator (see Figure 4.6). Operators eagerly update partial state locally, which is in line with
common scale-up principles [47, 38, 5]. With our approach, the common operation is the per-
record update of partial state, which neither induces queueing among operators nor suffers from
skew-sensitive hash partitioning [47]. In contrast, the common operation for traditional SPEs is
the per-record partitioning and the update of co-partitioned state (see Figure 4.7).

State Maintenance. The SSB divides the key-value space into disjoint partitions and assigns
each partition to an executor. Each executor is the leader for only one partition, which we
call primary partition. Slash does not perform re-partitioning thus each executor potentially
maintains state that belong to the partition of another leader. Thus, an executor stores a fragment
of each remote primary partition and becomes helper of their respective leader executors. For
each partition, its leader and helpers synchronize their content based on the following coherence
protocol. This leads to a space amplification for key-value pairs proportional to the number of
nodes. However, the value size depends on the semantics of the window computation. Thus,
non-holistic window results in an aggregate per node, whereas holistic windows results in disjoint
sets of values per node.

Coherence Protocol. The SSB lazily synchronizes partitions between leader and helper
executors using an epoch-based coherence protocol. An epoch is a time span between two
synchronization points. At the end of an epoch, helper nodes of a partition send its content
to its leader node, which merges key-value pairs. Furthermore, this enables arbitrary sizes of
state as it is scattered across aggregated memory of the cluster and is materialized only at the
end of an epoch.
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Update conflicts. The SSB needs to support concurrent updates of the same key-value
pair from multiple executor. To this end, Slash relies on CRDT to merge conflicting key-value
pairs (see Section 4.4.2). Our SSB enables a processing model that omits data re-partitioning and
makes common case operation fast. The common case operation of Slash is the eager computation
of partial state, while current SPEs partition records prior to update state.

4.6.2 Components of Slash State Backend

The SSB is our state storage layer, which provides distributed hash tables to consistently manage
operator state. In the following, we describe the techniques behind our SSB: our distributed hash
table (see Section 4.6.2.1) and our epoch-based coherence protocol (see Section 4.6.2.2).

4.6.2.1 Distributed Hash Table

The SSB uses a distributed hash table based on separate chaining and log-structuring. The hash
table consists of a hash index and a log-structured storage (LSS) [144, 145, 146] of key-value pairs
for each partition. We show the architecture of our distributed hash table in Figure 4.8a. In the
following, we provide the rationale behind our design and describe the LSS.

Rationale. An update of a key-value pair requires a lookup in the hash index to find the
position of the pair in one of the LSSs. Decoupling indexing from storage has two advantages
over techniques such as open addressing [147]. First, it enables one index for each partition that
points to multiple LSSs 1 . Second, log-structuring induces temporal locality for the updates,
i.e., frequently accessed key-value pairs are in the same portion of the log. This enables quick
detection of changes in the LSS so that a helper can send them to a leader using RDMA without
involving pointer chasing. As a result, a helper moves to a leader only the last modified pairs
to avoid redundant network transfer. In contrast, open addressing induces a scattered memory
layout that requires a full scan to detect update. Finally, we do not assume a particular design
for the hash index. Instead, we use the hash index of FASTER [134] in the remainder of this
Chapter.

Log-structured storage. Our LSS is an RDMA-capable circular buffer that stores dense
key-value pairs. We partially follow the design of FASTER [134] and consider its in-memory
capabilities. However, we extend its design to enable RDMA acceleration in a distributed setting
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but skip disk spilling, as it is out of our scope. The LSS acts as a hybrid log that enables
concurrent append and in-place update operations on key-value pairs 2 . We extend FASTER’s
design as follows. We rethink its design for distributed execution and introduce leader and
helper nodes. Helper nodes transfer delta changes to leader executors in chunks using dedicated
RDMA channels. Slash interleaves reception and merging of delta changes with query processing.
Furthermore, we enable the circular buffer to adaptively resize as partitions vary in size over time
due to frequency shifts in key distributions. Consequently, our state backend adapts to shifts
in workloads size. Overall, our state backend enables incremental state synchronization via our
epoch-based coherence protocol 3 .
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4.6.2.2 Epoch-based coherence protocol

Slash slices infinite streams into finite chunks of records based on epochs. Epoch-based concurrent
systems safely execute global operations at epoch boundaries. Many systems rely on epoch-
based synchronization for diverse goals, such as checkpointing [30, 134]. In Slash, we extend the
concept of epochs to merge distributed shared partitions lazily (stored on helper nodes) into their
respective primary partition. The SSB follows an epoch-based coherence protocol that enables
nodes to synchronize state and ensures consistency. In the following, we present the setup and
synchronization phases as well as the properties of our protocol.

Setup Phase. Consider a Slash deployment of 𝑛 Slash Executors and 𝑛 primary partitions,
where 𝑛 is the number of nodes. Each partition has an epoch counter to version its content. In
the setup phase, each leader executor connects to all possible executors. Overall, Slash creates
𝑛2 RDMA channels for state synchronization during this process. Note that our RDMA channels
for state transfer use the LSS memory instead of dedicated circular queues to avoid data copies.
Slash assumes epoch duration to be agnostic to window size. However, a Slash instance signals
the ahead-of-time termination of an epoch upon window triggering.

Synchronization Phase. We assume that each stateful operator receives records as well
as tokens that notify system-wide events, such as punctuations. This is a common technique
used in several SPEs to make operators perform operations, e.g., trigger windows or take a state
snapshot [30]. In Slash, the arrival of a synchronization token to an operator makes helpers
perform the following steps, which we show in Figure 4.8b.

1 Increment the epoch counter for each shared partition.
2 Identify the portion of the circular buffer that contains the latest changes in the LSS of

each modified partition. Prior to the transfer, mark the changes as read-only to prevent
inconsistency between DMA reads and CPU writes.

3 Transfer the changes in the circular buffer via RDMA channels.
4 Incrementally merge the transferred content in the local LSS.
5 After the transfer, invalidate the content of the transferred portion of the storage so that it

can serve further RMW operations.

Properties. In response to the above steps, leader executors lazily receive updates for the
state they manage. We piggyback vector clock updates with state updates so that a leader
executor can observe the progress of helpers. A leader node can trigger a per-key window at
timestamp 𝑡 only if the vector clock guarantees the occurrence of no record nor state update that
bears an event-time timestamp smaller than 𝑡. Note that a local epoch counter induces an order
on the arrived updates such that state updates cannot skip each other. Furthermore, discarding
transferred content is safe, as RMW operations restart from a zero value.

Distributed instances of the SSB that follow this protocol are guaranteed to converge to a
consistent state at the end of each epoch. Window operators benefit from this approach as the
triggering of a window occurs at the end of an epoch. As a result, the window state becomes
consistent upon triggering, which ensures correct results.
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4.7 Evaluation

In this section, we experimentally validate the system design of Slash through a set of end-to-end
experiments and micro-benchmarks. First, we describe the setup of our evaluation in Section 4.7.1.
Second, we compare Slash against RDMA UpPar, LightSaber, and Apache Flink on end-to-end
queries (see Section 4.7.2). Third, we perform a drill-down analysis on Slash and RDMA UpPar
to understand the implications behind our design choices (see Section 4.7.2). Finally, we sum up
our key findings of our evaluation in Section 4.7.4.

4.7.1 Experimental setup

In the following, we introduce our hardware and software configurations (see Section 4.7.1.1) as
well as the selected workloads (see Section 4.7.1.2).

4.7.1.1 Hardware and Software

In our experiments, we use the following hardware and software configurations.
Hardware Configuration. We run the experiments on an in-house, 16-node cluster. Each

node is equipped with a 10-core, 2.4 Ghz Intel Xeon Gold 5115 CPU, 96 GB of main-memory,
and a single-port Mellanox Connect-X4 EDR 100Gb/s NIC. Each NIC is connected to a 100
Gbits InfiniBand EDR switch by Mellanox. Every node runs Ubuntu Server 16.04. We disable
hyper-threading and pin each thread to a dedicated core. Unless stated otherwise, every hardware
component is configured with factory settings.

Software Configuration. In our evaluation, we use Slash, RDMA UpPar, LightSaber [5],
and Apache Flink 1.9 [35] as Systems under Test (SUTs). We select Apache Flink as a
representative of production-ready, scale-out SPEs based on managed runtimes, whereas we
choose LightSaber as representative of scale-up SPEs. Flink provides queue-based partitioning
to scale-out query processing. To configure Flink, we follow its configuration guidelines [148]. On
each node, we allocate half of the cores for processing and the other half for network I/O. We
reserve 50% of the OS memory to Flink and allocate the remaining memory to store the input
dataset that we stream via main memory. We configure Flink to use IPoIB on our RDMA cluster.

We build Slash with O3 compiler optimization and native CPU support using gcc 9.3. We
configure Slash to use all physical cores and 48 GB of memory (using 2MB hugepages) for RDMA-
related operations. Unless stated otherwise, we run Slash with the best configuration parameters
that we present in Section 4.7.3 and configure the epoch of SSB to end every 64 MB of data. We
follow similar configuration steps for LightSaber and RDMA UpPar. Note that we use Slash’s
RDMA channel to implement RDMA UpPar.

4.7.1.2 Workloads

To experimentally validate our system design, we select the Yahoo! Streaming Benchmark
(YSB) [47], the NEXMark benchmark suite (NB) [149], and the Cluster Monitoring benchmark
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(CM) [150]. We choose YSB and NB, as they are commonly-used benchmarks that represent real-
world scenarios [47, 151]. We select CM, as it is based on a publicly-available, real-world dataset
provided by Google. Furthermore, we introduce a self-developed Read-Only (RO) benchmark for
our drill-down analysis.

YSB. The YSB assesses the performance of windowed aggregation operators. A record is 78-
bytes large and stores an 8-bytes primary key and an 8-bytes creation timestamp. YSB consists
of a filter, projection, and a time-based, per-key window. Following YSB specifications, we use a
10m event-time, tumbling count window.

NB. The NB simulates a real-time auction platform with three logical streams: an auction
stream, a bid stream, and a seller event stream. Records are 206 (seller), 269 (auction), and 32
(bid) bytes large. Each record stores an 8-bytes primary key and an 8-bytes creation timestamp.
The NB contains queries with stateless and stateful operators.

We use queries 7 (NB7), 8 (NB8), and 11 (NB11) to cover a wide range of scenarios. Based on
these queries, we define three workloads to assess our SUTs. NB7 contains a window aggregation
with a window of 60s on the bid stream. We select NB7, as it features small state sizes and
an RMW state update pattern. NB8 consists of a 12h tumbling window join in event time over
the auction and seller streams. We choose NB8, as it reaches large state sizes due to its append
pattern for state update and large tuple sizes. NB11 consists of a session window join in event
time over the bid and seller streams. We choose NB11 to assess the effect of small tuple size
on the join implementation. We omit the other queries in the suite, as they are either stateless
(NB1-2) or evaluate aggregations and joins (NBQ3-14), which we cover already with the selected
queries.

CM. The CM benchmark executes a stateful aggregation over a stream of timestamped
records containing the traces from a 12.5K-nodes cluster at Google. Each record is 64 bytes large
and stores an 8-bytes primary key and an 8-bytes timestamp. The stateful aggregation is a 2s
tumbling window that computes the mean CPU utilization of each executed job.

RO. The RO benchmark is a stateful query that counts the number of occurrences of items
in a stream. We implement RO to investigate I/O bottlenecks, as data flows throughout the
system without any costly computation. Each record stores an 8-bytes primary key and an 8-
bytes creation timestamp. A stateful operator maintains the count of occurrences of each key.
Keys are drawn following uniform distribution from a 100M-wide range.

Experiment Overview. We structure our evaluation as follows. First, we execute end-to-
end queries to compare Slash, RDMA UpPar, LightSaber, and Flink (see Section 4.7.2). To
this end, we scale the input data size up to the number of nodes to perform weak scaling
experiments [152]. Second, we run a series of micro-experiments to reason in detail about the
performance behavior of Slash components (see Section 4.7.3). Specifically, we breakdown the
execution time of Slash and RDMA UpPar to perform a micro-architecture analysis [153] to reveal
how well Slash uses hardware resources. Finally, we summarize the key findings of our evaluation
(see Section 4.7.4).
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4.7.2 End-to-end Queries

In this section, we focus on the execution of end-to-end queries by the SUTs. We present our
evaluation methodology in Section 4.7.2.1. We evaluate queries with windowed aggregations (YSB
and NB7) in Section 4.7.2.2 and queries with windowed join (NB8 and NB11) in Section 4.7.2.3.
Finally, we conduct in Section 4.7.2.4 a COST (Configuration that Outperforms a Single Thread)
analysis [154] and compare Slash against LightSaber [5], which is an SPE optimized for single-node
execution.

4.7.2.1 Methodology

In our end-to-end evaluation, we follow the benchmark methodology proposed in earlier
research [47]. We pre-generate the dataset to stream data from main memory, to omit record
creation and ingestion overhead. Thus, the upper bound for the input rate is the main-memory
bandwidth. In every run, source operators consume data in real-time, which SUTs process.
During execution, we measure query processing throughput, which we define as the number
of records the SUT can process in one second. We repeat each experiment multiple times and
compute average measurements. Through our experiments, we evaluate the efficiency of the SUTs
while they execute a query.

4.7.2.2 Queries with Windowed Aggregations

In this section, we focus on the performance comparison between the SUTs while they perform
windowed aggregations using YSB, CM, and NB7.

Workload. In YSB and NB7, each executor thread processes a partition of 1 GB of input
data. In CM, each executor thread processes a partition of the provided input dataset. Each YSB
partition contains records with a primary key drawn uniformly from a 10M-wide range. Each
NB7 partition contains bid records with a primary key generated following a Pareto distribution
that induces a long-tail due to heavy-hitters. Partitions of YSB, NB7, and CM are non-disjoint:
the same key can occur multiple times in multiple partitions. In addition, we scale the number
of executor threads and nodes. We configure each SUT to use 10 threads per node and up to 16
nodes. However, RDMA UpPar and Flink need to partition the input stream before the window
operator. As a result, they use half the threads to execute the filter and projection and the second
half for the window operator. Instead, Slash runs filter, projection, and windowing on all threads.

Result. In all YSB, CM, and NQB7 experiments, Slash outperforms all SUTs (see
Figure 4.9a, 4.9b, and 4.9c). It achieves up to 12x and 25x higher throughput on the YSB
compared to RDMA UpPar and Flink, respectively. Slash attains up to 22x and 104x higher
throughput on the NQB7 compared to RDMA UpPar and Flink, respectively. Similarly, Slash
achieves up to two order of magnitude higher throughput than RDMA UpPar and Flink,
while executing CM. Overall, Slash is the only SUT to achieve throughput of up to 2 billion
records/second and almost linear weak scaling in YSB , CM, and NB7.
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Figure 4.9: Throughput for queries including a windowed aggregation: YSB, CM, and NB (in
records/s) executed on Flink ( 1 ), RDMA UpPar ( 2 ), and Slash ( 3 ) on 2, 4, 8, and 16 nodes.

Discussion. In this experiment, Slash achieves almost linear weak scaling, whereas other
SUTs result in sub-optimal performance. The reasons for this superior performance for windowed
aggregations are two-fold. First, as shown by previous research [47], queue-based partitioning
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of input records introduce a significant bottleneck in single-node setups. This also applies in
the distributed case, as network transfer is mediated by software queues. As a result, SUTs
that use queue-based partitioning to scale-out incur an inherent bottleneck regardless of the
network hardware. Second, Slash efficiently computes local partial states and consistently merges
them using point-to-point RDMA transfers among nodes. In contrast, Slash is not affected by a
performance regression, when processing workloads that have a skewed distribution of partitioning
keys. Overall, Slash attains higher throughput due to better utilization of underlying hardware
resources, as we further explain in Section 4.7.3.

4.7.2.3 Queries with Windowed Joins

In this section, we focus on the performance of our SUTs as they run windowed joins of NB8-11.
Workload. We follow the same setup of NB7 except for the following aspects. Each executor

thread processes a partition of 1 GB of input stream, in which the ratios between auction and
seller and between bid and seller are 4 to 1, according to the benchmark. Note that every bid
has always a valid seller.

Result. In all NQB8 and NB11 runs, Slash achieves higher throughput compared to the other
SUTs (see Figure 4.10a and 4.10b). In NQB8, it reaches up to 8x and 128x higher throughput
than RDMA UpPar and Flink, respectively. In NQB11, it shows up to 1.7x and 40x higher
throughput than RDMA UpPar and Flink, respectively.

We observe that Slash achieves almost linear weak scaling on queries with join operators,
similarly to windowed aggregation. In contrast, Apache Flink and RDMA UpPar exhibit a severe
loss in throughput. In sum, Slash does not achieve the same performance gain of aggregations,
although it outperforms the other SUTs.

Discussion. The main performance differences for windowed joins among the SUTs result
from the following characteristics. First, a windowed join operator is more memory-intensive
than a windowed aggregation. A hash-based streaming join operator appends every record to
intermediate state including the records that have no matching join partner yet. As a result,
append operations in Slash do not benefit from CPU cache temporal locality. In contrast, RMW-
based aggregations benefit from CPU caches, as the RMW operations induce temporal relations to
cache accesses. Second, partitioning in RDMA UpPar and Flink induces performance regression
as in the case of windowed aggregation. This becomes more severe while increasing the number
of nodes. In contrast, Slash does not show performance regression when scaling out.

In sum, hash-based streaming joins do not show the same performance gain as windowed
aggregations, as join are limited by compute resources. We plan to conduct further studies on
the RDMA-based acceleration of streaming joins as future work.

4.7.2.4 COST Analysis

In this experiment, we compare the processing performance of Slash against a scale-up SPE,
following the COST metric proposed by McSherry et al. [154]. We select LightSaber as the
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Figure 4.10: Throughput for queries including a windowed join: NB8 and NB11 (in records/s)
executed on Flink ( 1 ), RDMA UpPar ( 2 ), and Slash ( 3 ) on 2, 4, 8, and 16 nodes.

latest proposed scale-up SPE, which does not run on a managed runtime (as BriskStream [6]).
We choose CM, NB7, and YSB as workloads supported by both SUTs, as LightSaber does not
support joins. In Figure 4.11, we show the throughput of LightSaber (L) and of Slash (on 2, 4,
8, and 16 nodes) on the selected workloads.

We observe that Slash outperforms LightSaber in each run as it improves its performance
when doubling the number of nodes. Furthermore, Slash achieves almost linear speedup on
YSB and CM (up to 11.6x throughput increment using 16 nodes) and sub-linear scaling on
NB7 compared to LightSaber (up to 4.4x throughput increment using 16 nodes), respectively.
The improvement of Slash over LightSaber is smaller compared to the gain over RDMA UpPar,
as LightSaber’s execution is agnostic to data re-partitioning. Overall, the key insight of this
experiment is that LightSaber offers a valid alternative to SPEs that rely on data re-partitioning
as long as the workload 1) is sustainable on a single node, 2) does not need RDMA ingestion, and
3) does not involve join operators. For highly-demanding workloads, Slash offers robust scale-out
performance, as our evaluation shows.
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Figure 4.11: COST comparison against LightSaber (L).

4.7.3 Performance Drill-down

In the previous section, we have analyzed the performance result of Slash and Flink on end-to-end
queries. In this section, we reveal the reasons behind the improvement in performance of Slash
over RDMA UpPar. We omit Flink in this evaluation, as its partitioning approach suffers from
runtime and IPoIB overhead [47]. In the following, we first describe the methodology for our
drill-down evaluation in Section 4.7.2.1. After that, we assess in Section 4.7.3.2 the maximum
achievable throughput of RDMA UpPar and Slash in our RDMA evaluation setup. In this setup,
we consider application-related aspects, such as parallelism and data skewness. In Section 4.7.3.3,
we break down the execution time of both SUTs to analyze the impact of each CPU component.
Finally, in Section 4.7.3.4, we analyze the resource utilization of each SUT on a stateful workload
using hardware performance counters.

4.7.3.1 Methodology

In our performance drill-down, we analyze workload-related and hardware-related aspects of Slash
and RDMA UpPar. Workload-related aspects provide a high-level identification of bottlenecks
and include data characteristics and application settings. Hardware-related aspects consist of
hardware performance counters that we use to conduct micro-architecture analysis. These metrics
allow us to derive the CPU components that stall the execution and the saturation point of the
RDMA links. In the following, we consider the RO and YSB benchmarks and provide a brief
description of the sampled metrics for each class of experiments.

4.7.3.2 Analysis of workload-related aspects

In this section, we compare the performance of RDMA UpPar and Slash with a focus on RDMA-
based data transfer. We consider the RO query, which is primarily I/O bound, to evaluate the
impact on performance of data re-partitioning. We analyze the effect on throughput and latency
during query processing of application-related knobs, such as parallelism and buffer size, as well
as data characteristics
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Workload. We setup two Slash instances on two servers connected by a single RDMA NIC to
measure the impact of buffer size on throughput and latency. The producer instance streams the
input data to the consumer instance via our RDMA channels. The consumer instance polls the
RDMA channels and applies stateful operator logic based on the benchmark. Each instance uses
up to 10 threads for the executor. Every producer thread on the first node sends buffers of records
via RDMA to one consumer thread on the other node in Slash. In RDMA UpPar, every producer
thread sends buffers of records to any consumer via hash-partitioning. To measure the impact of
parallelism on throughput, we use up to 8 nodes. Note that we configure our RDMA channels to
use 𝑐 = 8 (credits). Other configurations, such as 𝑐 = 8 and 𝑐 = 16 decrease throughput by up
to 3%, whereas 𝑐 = 64 leads to a performance regression by up to 10%.

Results. In this experiment, we assess the impact of application-related aspects on the
performance of both SUTs. First, we show the impact of buffer size on throughput for both SUTs
(see Figure 4.12a) and latency (see Figure 4.12b). Second, we measure the effect of parallelism
(see Figure 4.12c) by scaling the number of threads and nodes. In Figure 4.12a and 4.12c, we mark
in red the maximum achievable network bandwidth (11.8 GB/s), which we measure using the
ib_write_bw tool [155]. Finally, we analyze the impact on throughout of a skewed distribution
of the partitioning key (see Figure 4.12d). To this end, we generate partitioning keys following a
Zipfian distribution using 𝑧 = 0.2 … 2.0.

Throughput. We observe that Slash outperforms RDMA UpPar in all configurations as it
utilizes up to 95% of the available network bandwidth (11.2 GB/s out of 11.8 GB/s) using two
threads. Slash almost saturates the theoretical bandwidth limit of one RDMA NIC using two
threads and 32 KB buffer size. In contrast, RDMA UpPar utilizes up to 50% of the available
network bandwidth, i.e., 5.9 GB/s.

Latency. Slash achieves latencies below 100 𝜇s for buffers sizes below 128 KB, while it achieve
up to 1 ms of latency with 1 MB buffer size and above. In contrast, latencies of RDMA UpPar
for each buffer size are about 10% higher than Slash.

Parallelism. Slash achieves the highest aggregated throughput for query processing (see
Figure 4.12c). Slash achieves 11.2 GB/s on the RO benchmark using two threads. In contrast,
RDMA UpPar requires 10 thread to saturate up to 91% of the available network throughput.

Data Skewness. Slash shows robust performance in the presence of a skewed distribution of
the partitioning keys. Interestingly, we observe that the throughput of Slash increases, when the
partitioning keys in the data stream are highly skewed. In contrast, the throughput of RDMA
UpPar decreases by up to 68% (RO) and 110% (YSB), while the skewness in the distribution
increases.

Discussion. Overall, our experiments show three interesting aspects. First, Slash becomes
network bound with a lower number of threads compared to RDMA UpPar (i.e., 2 vs. 10). This
induces an important benefit: increasing the number of threads and RDMA NICs per node results
in higher processing throughput. We cannot derive the same conclusion for RDMA UpPar, as
it requires an higher number of threads to achieve almost full line rate. As a result, Slash
exhibits a higher per-thread efficiency compared to RDMA UpPar. Second, buffer size plays an
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interesting role also for data stream processing on RDMA hardware. It enables the highest (or
lowest) throughput (or latency) based on workloads and service constraints. In particular, both
SUTs achieve micro-second latency, which is one order of magnitude lower than the latencies
measured on Flink (not shown in the figures). Finally, Slash offers more robust performance than
RDMA UpPar, in the presence of skewed data. RDMA UpPar suffers a performance regression,
as hash-partitioning causes load imbalance due to the data-dependent selection of the consumer
induced by data skewness. In contrast, Slash achieves constant throughput on RO, regardless
of the skewness, as the transfer performance of RDMA channels is not data-dependent. When
executing a stateful query, such as YSB, skewness results in higher throughput for Slash, as it
reduces the number of key-value pairs of the state to be merged by the SSB.

R
D

M
A

U
pPar

Slash

8 16 32 64 128 256 512 1024

3
6
9

12

3
6
9

12

Buffer Size (KB)

T
hr

ou
gh

pu
t

(G
B/

s)

(a) Effect of buffer size on throughput.

R
D

M
A

U
pPar

Slash

8 16 32 64 128 256 512 1024

100

101

102

103

104

100

101

102

103

104

Buffer Size (KB)

La
te

nc
y

(𝜇
s)

(b) Effect of buffer size on latency.

2 Nodes

4 Nodes

8 Nodes

15

30

45

2 4 8 10 16 20 32 40
Number of Threads

T
hr

ou
gh

pu
t

(G
B/

s)

SUT RDMA UpPar Slash

(c) Effect of parallelism on throughput.

R
O

Y
SB

0.2 0.4 0.6 0.8 1.0 1.2 1.4 1.6 1.8 2.0

101

102

103

104

101

102

103

104

Skew (Zipfian)

T
hr

ou
gh

pu
t

(M
re

c/
s)

SUT Slash Upfront Slash Lazy

(d) Effect of skew on throughput.

Figure 4.12: Drill-down analysis of Slash and RDMA UpPar. We consider the impact on throughput
and latency of buffer size (a, b), parallelism (c), and skewness in the distribution of the partitioning
key (d).

74



4.7 Evaluation

4.7.3.3 Execution Breakdown

In the previous section, we have analyzed the effect of application-related knobs on throughput
and latency of query processing. In particular, we have shown that RDMA UpPar provides lower
efficiency compared to Slash. In this section, we perform an execution breakdown to reveal the
reasons behind the sub-optimal performance of RDMA UpPar in comparison to Slash. To this
end, we carry out a micro-architecture analysis of Slash and RDMA UpPar on the RO benchmark.

Metrics. Before delving into our analysis, we provide a brief description of the considered
metrics. On a high level, recent x86 CPUs consist of two pipelined components: a front-end
and a back-end. The front-end decodes instructions into 𝜇-ops and delivers up to four 𝜇-ops per
cycle to the back-end. The back-end processes 𝜇-ops out-of-order by allocating execution units
and loading data from memory. Completed 𝜇-ops are defined as retired (R) and constitute the
useful work performed by a CPU. Front-end stalls, back-end stalls, and branch mis-prediction are
sources of inefficiency for a CPU. Upon a front-end stall, the back-end has no 𝜇-ops to process,
thus, the application is front-end bound (FeB). Upon a back-end stall, a 𝜇-ops needs to wait for
data from the memory subsystem or for an execution unit. In the former case, the execution
is Memory-bound (MemB), whereas in the latter case, it is Core-bound (CoreB). Finally, bad
speculation (BadS) due to branch mis-prediction results in the cancellation of 𝜇-ops prior to their
retirement.

Workload. We execute the RO benchmark with best configurations of both SUTs that we
derive in the previous experiments and refer to the nodes as sender and receiver. Specifically,
we choose 64 KB as buffer size and repeat the measurements using two and ten threads, as they
induce the highest throughput.

Results. In Figure 4.13, we show the execution breakdown in 𝜇-ops for the RO benchmark.
RDMA UpPar requires up to twice more 𝜇-ops to execute the RO benchmark than Slash. Its
senders incur in up to 7x more front-end stalls than the senders of Slash. In fact, the execution
of its senders with two and ten threads are front-end bound (22 and 33% of total CPU cycles,
respectively). In contrast, Slash’s senders are essentially core-bound and its receivers are memory-
bound.

Discussion. This experiment reveals the source of inefficiency of RDMA UpPar as we
compare it to Slash. The key finding is that RDMA UpPar inefficiently use CPU resources
due to more complex application logic. This has a two-fold impact on the execution. First,
the complex logic behind partitioning results in a large code footprint and thus high number of
𝜇-ops to retire, compared to Slash. A large code footprint results in front-end stalls that slow
down the sender and in turn the receiver needs to spend more time waiting. Furthermore, the
implementation of partitioning requires branches, which lead to front-end stalls in the case of
branch mis-prediction.

Second, the receivers of RDMA UpPar need to poll on multiple RDMA channels (and thus
memory locations) depending on fan-out, which makes execution mainly core-bound. Core-bound
execution is induced by the pause instruction [106] that RDMA channels use for polling (see
Section 4.5). This occurs when an RDMA buffer is not fully transferred from remote to local
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memory. In contrast, Slash’s senders are core-bound, as they saturate the network and thus must
wait for data transmission through the pause instruction [106]. Its receivers are primarily memory-
bound, which is the result of waiting for in-flight data to materialize in registers. Its receivers
are also core-bound, as they must wait on senders. However, this differs from the execution of
RDMA UpPar. In fact, the senders of Slash cannot send as the network is saturated, whereas
the senders of Slash cannot send due to stalls. In sum, the discussion above suggests that the
main bottleneck of Slash is the network, in line with our findings of Section 4.7.3.2.
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4.7.3.4 Resource Utilization of Stateful Execution

In the following, we further analyze the usage of CPU resources of Slash and RDMA UpPar to
understand the impact of our design choices on stateful queries. We use the best performing
configuration as in Section 4.7.3.3 to conduct a micro-architecture analysis of YSB on Slash and
the sender and receiver of RDMA UpPar. We collect execution-related hardware performance
counters to analyze the following three aspects.

Micro-architectural Analysis. In Figure 4.14, we consider the resource utilization of the
CPU micro-architecture and observe that Slash is primarily memory-bound, whereas sender and
receiver of RDMA UpPar are core-bound. RDMA UpPar’s sender suffers from front-end stalls, as
shown by prior findings [47], whereas Slash minimally suffers from branch mis-prediction. Finally,
we note that Slash spends about 20% of its execution time performing retirement, whereas the
receiver of RDMA UpPar - which computes results - spends 10% of its time retiring instructions.

The reason behind the above observations are as follows. On the sender side of RDMA UpPar,
the partitioning logic results in front-end stalls. Besides, the data-dependent writes to fan-out
RDMA buffers result in back-end stalls (memory-bound fraction). In total, this accounts for
about 30% of the execution time, which slows down partitioning. Receiver threads of RDMA
UpPar poll on multiple, inbound RDMA channels, which rely on the pause instruction, thereby
execution becomes core-bound and slows down the receivers. Note that the sender adjusts its
speed to the processing rate of the receiver, which results in waiting that makes the sender core-
bound. In contrast, Slash shows a more efficient execution than RDMA UpPar, as it essentially
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performs RMWs to the in-memory area of the SSB. RMWs induce a mainly memory-bound
execution due to the latency of atomic instructions, such as compare-and-swap. The epoch-
based state synchronization of Slash results in streamlined RDMA accesses that negligibly impact
performance.

Instruction Stream Analysis. We show in Table 4.1 that Slash requires up to 4x less
instructions and up to 5x less cycles to process each single record compared to RDMA UpPar.
Furthermore, Slash executes close to one instruction per cycle (IPC). RDMA UpPar requires up
to 0.4 and 0.6 IPC on sender and receiver, respectively. Note that an optimal execution retires 4
instructions per cycle [156].

The difference between the two SUTs lays in the more complex partitioning logic of RDMA
UpPar, which needs more instructions per record. Thus, the limiting factor for RDMA UpPar
is partitioning, which slows down the receiver. As a result, the consumer essentially waits for
inbound data to process, and is thus core-bound. In contrast, Slash executes a simple processing
logic on a record basis, yet relies on a more complex logic upon state synchronization. With this
trade-off, Slash attains fast execution on the common code path and induces negligible overhead
upon synchronization.

Data Locality Analysis. We observe in the rightmost part of Table 4.1 that the execution
of Slash induces about 1.5 misses per record on each cache level. In contrast, the producer
of RDMA UpPar exhibits about 1.3 misses on each cache level, whereas its receiver minimally
suffers from LLC misses. Additionally, Slash induces an aggregated memory throughput of 70.2
GB/s, which is about 52% of the aggregated memory bandwidth of the two nodes. In contrast,
RDMA UpPar has a memory access rate of 4.1 (sender) and 4.2 (receiver) GB/s. The LLC
misses for RDMA UpPar’s sender are due to data dependent writes in RDMA fan-out buffers.
Slash is affected by cache misses due to the updates of the SSB, which rely on atomic operations.
Partitioning throughput induces a low memory access rate for RDMA UpPar, whereas Slash is
mainly memory-bound.

Discussion. This experiment sheds light on the different performance of both Slash SUTs
when executing stateful computations. This is due to the more efficient resource utilization of
the SSB of Slash versus the data-partitioning approach of RDMA UpPar. In sum, RDMA UpPar
is bound by partitioning throughput and ultimately by network bandwidth, whereas Slash is
primarily limited by memory performance. This validates that our processing model based on
eager computation of partial results and on their lazy merging is an alternative strategy to data
re-partitioning of state-of-the-art SPEs.

4.7.4 Summary

In sum, the findings of our experiments validate our design choices. Based on them, we derive the
following guidelines for system builders who seek to accelerate their stream processing workloads
via RDMA.

1. Apply native RDMA acceleration. Native RDMA acceleration enables a system
design that scales with the number of nodes and achieves higher throughput on common streaming
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IPC Instr./
Rec.

Cyc./
Rec.

L1d Miss/
Rec.

L2d Miss/
Rec.

LLC Miss/
Rec.

Aggr. Mem.
Bw (GB/s)

RDMA
UpPar

0.6 166 274 1.36 1.31 1.2 4.1
0.4 78 276 1.74 1.42 0.4 4.2

Slash 0.9 42 53 1.75 1.52 1.3 70.2

Table 4.1: Resource utilization of RDMA UpPar (sender and receiver) and Slash on YSB using two
nodes.

workloads than partitioning-based approaches. In particular, our Slash prototype achieves up to
22x and 8x higher throughput than the strongest scale-out baseline on windowed aggregations
and joins, respectively. Furthermore, Slash outperforms a state-of-the-art scale-up SPE called
LightSaber by a factor of 11.6 on windowed aggregations.

2. Avoid data re-partitioning. Data re-partitioning induces a performance regression, as
it makes SPEs be limited by partitioning throughput. To understand this performance regression,
we run a performance drill-down of Slash and RDMA UpPar. We show that Slash achieves full
line rate on RO benchmark using RDMA and minimal CPU resources. In contrast, RDMA UpPar
needs a higher degree of parallelism to reach high throughput, as it is primarily CPU bound due
to costly data re-partitioning. Furthermore, we demonstrate that Slash does not suffer from
skewed data distributions.

3. Use lazy merging. We show that a processing model based on lazy merging of
eagerly computed partial results attains the highest throughput in our evaluation. However,
lazy merging requires careful synchronization among nodes to avoid overhead and inconsistency.
We demonstrate that our SSB achieves lazy merging, is skew-agnostic, and induces minimum
overhead on query processing.

4.8 Related Work

In the following, we discuss the application of RDMA to database systems and the differences
between our approach and existing SPEs.

RDMA for database systems. The database community has adopted RDMA to speed
up OLAP and OLTP workloads. We identify three areas of adoption: distributed transactions,
batch analytical query processing, and key-value stores. Distributed transactions techniques [157]
profit from RDMA to scale out on large deployments [127]. Systems that use RDMA for OLTP
are Oracle RAC [158], IBM pureScale [159], NAMDB [28, 127], and FaRM [54, 160]. OLAP
operators, especially joins, benefit from RDMA to speed up partitioning [28, 130, 161, 162, 131].
Big data frameworks accelerate batch workloads via RDMA [163, 164, 165], while key-value stores
use RDMA to increase throughput and reduce latency of value access [166, 129, 167].

Our work is orthogonal to above research, as stream processing has different requirements than
traditional database systems or key-value stores [168, 169]. SPEs require fast, stateful processing
of inbound data streams. Their key requirement deals with the state management component
that must support fast, concurrent point updates and range scans for analytics readiness over
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windows. An RDMA-based key-value store, such as FaRM, is not suitable to store state, as it
targets transactional workloads with point lookups and updates. As a result, system designers
need to devise algorithms and protocols to natively accelerate an SPE using RDMA. With Slash,
we fill this gap as we provide SPE components that address RDMA acceleration by design.

Stream processing engines. We distinguish two classes of SPEs. Scale-out SPEs focus
on scalability and rely on socket-based communication to distribute query execution on a large
cluster of nodes [35, 36, 22, 34, 21]. A recent prototype provides lightweight RDMA integration
for Apache Storm [170] and is thus equivalent to RDMA UpPar. Scale-up SPEs target single-
node performance but neglect network-related aspects [38, 5, 6, 40, 47]. With Slash, we combine
the best of both worlds. Our goal is scale-out stream processing using RDMA acceleration,
while considering recent scale-up techniques for SPEs to achieve maximum performance and at
rack-scale. To this end, we propose a system design that profits from scale-up techniques, such
as omitting partitioning, late merge, shared mutable state, and a hardware-conscious execution.
However, we rethink the above techniques to apply them to distributed stateful computation using
RDMA and scale processing over multiple nodes. Thus, we devise the RDMA acceleration of late
merging and enable consistent shared mutable state among the nodes. Overall, our approach
attains higher performance than RDMA-based data re-partitioning approaches, such as RDMA
UpPar, and almost linear weak scaling in comparison to a scale-up SPEs, such as LightSaber.

4.9 Conclusion

In this Chapter, we have proposed Slash, our novel SPE with native RDMA acceleration, which
paves the way to a new class of SPEs for high-speed networks. Slash enables a processing model
based on eager computation of distributed, partial state and its lazy merging into a consistent
global state. To this end, the system design of Slash consists of three building blocks that enable
stateful processing at full RDMA network speed. We validate our prototype against RDMA
UpPar that uses RDMA-based data re-partitioning, IPoIB-enabled Apache Flink, and a scale-up
SPE called LightSaber [5]. Overall, we show that our approach achieves on common streaming
workloads higher throughput than RDMA UpPar (up to a factor of 22), than Apache Flink (up to
two orders of magnitude), and than LightSaber (up to a factor of 11.6). Using the contributions
of this Chapter along with the contributions of the previous Chapter, system builders can now
accelerate their stateful streaming workloads exploiting the processing capabilities of modern
CPUs as well as the increased bandwidths of modern networking technology.
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5
Efficient Management of Very Large

Distributed State for Scale-out Stream
Processing Engines

5.1 Introduction

In the previous Chapters, we provide system designs to achieve efficient stream processing
performance on modern compute and networking hardware. However, stream processing requires
state management for operators, which requires carefully designed techniques to cope with the
tight latency requirements of streaming workload. To this end, in this Chapter, we focus on
the management of very large state that SPEs require when reconfiguring long-standing running
queries, regardless of the underlying hardware technology.

We observe that increasingly complex analytical queries on real-time data have made Stream
Processing Engines (SPEs) over the past years an important component in the big data toolchain.
SPEs power stateful analytics behind popular multimedia services, online marketplaces, cloud
providers, and mobile games. These services deploy SPEs to implement a wide range of use-
cases, e.g., fraud detection, content recommendation, and user profiling [7, 8, 9, 1, 10, 11, 12].
Furthermore, cloud providers offer fully-managed SPEs to customers, which hide operational
details [14, 15]. State in these applications scales with the number of users, events, and queries
and can reach terabyte sizes [8]. These state sizes originate from intermediate results of large
temporal aggregations or joins. We consider state as very large when it exceeds the aggregated
main-memory available to the SPE.

To run applications, SPEs have to support continuous stateful stream processing under diverse
conditions, e.g., fluctuating data rates and low latency. To handle varying data rates and
volumes, modern SPEs scale out stateful query processing [171]. Furthermore, SPEs have to
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transparently handle faults and adjust their processing capabilities, regardless of failures or data
rates fluctuatations. To this end, they offer runtime optimizations for running query execution
plans (QEPs), resource elasticity, and fault tolerance through QEP reconfigurations [1, 34, 172,
173, 12, 171, 113, 2, 174]. State management is necessary to enable fault-tolerance, operator
rescaling, and query re-optimization, e.g., load balancing. Therefore, scale-out SPEs require
efficient state management and on-the-fly reconfiguration of running queries to quickly react to
spikes in the data rate or failures.

The reconfiguration of running stateful queries in the presence of very large operator state
brings a multifaceted challenge. First, network overhead: a reconfiguration involves state
migration between workers over a network, which results in more resource utilization and latency
proportional to state size. As a result, this migration overhead increases the end-to-end latency of
query processing. Second, consistency: a reconfiguration has to guarantee exactly-once processing
semantics through consistent state management and record routing. A reconfiguration must
thus alter a running QEP without affecting result correctness. Third, processing overhead: a
reconfiguration must have minimal impact on performance of query processing. An SPE must
continuously and robustly process stream records as if no reconfiguration ever occurred.

Today, several industrial and research solutions provide state migration. However, these
solutions restrict their scope to small state sizes or offer limited on-the-fly reconfigurations.
Apache Flink [175, 1], Apache Spark [36, 2], and Apache Samza [12], enable consistency but
at the expense of performance and network throughput. They support large, consistent operator
state but they restart a running query for reconfiguration [1, 12, 2]. Research prototypes, e.g.,
Chi [173], ChronoStream [113], FUGU [172], Megaphone [48], SDG [73], and SEEP [34] address
consistency and performance but not network overhead. They enable fine-grained reconfiguration
but support smaller state sizes (i.e., tens of gigabytes).

In this Chapter, we show that representatives of the above systems, i.e., Flink and Megaphone,
do not cope well with large state sizes and QEP reconfigurations. Although the above systems
support stateful processing, they fall short in providing efficient large state migration to enable
on-the-fly QEP reconfigurations.

To bridge the gap between stateful stream processing and operational efficiency via on-the-
fly QEP reconfigurations and state migration, we propose Rhino. Rhino is a library for efficient
management of very large distributed state compatible with SPEs based on the streaming dataflow
paradigm [15].

Rhino enables on-the-fly reconfiguration of a running query to provide resource elasticity, fault
tolerance, and runtime query optimizations (e.g., load balancing) in the presence of very large
distributed state. To the best of our knowledge, Rhino is the first system to specifically address
migration of large state. Although state-of-the-art systems provide fine-grained state migration,
Rhino is optimized for reconfiguration of running queries that maintain large operator state. In
particular, Rhino proactively migrates state so that a potential reconfiguration requires minimal
state transfer. Rhino applies a state-centric, proactive replication protocol to asynchronously
replicate the state of a running operator on a set of SPE workers through incremental checkpoints.
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Furthermore, Rhino applies a handover protocol that smoothly migrates processing and state of a
running operator among workers. This does not halt query execution and guarantees exactly-once
processing. In contrast to state-of-the-art SPEs, our protocols are tailored for resource elasticity,
fault tolerance, and runtime query optimizations.

In our evaluation, Rhino reduces reconfiguration time due to state migration by 50x compared
to Flink and 15x compared to Megaphone, as shown in Figure 5.1. Furthermore, Rhino shows
a reduction in processing latency by three orders of magnitude for a reconfiguration with large
state migration. We show that Rhino does not introduce overhead on query processing, even
when state is small. Finally, we show that Rhino can handle state migration in a multi-query
scenario with a reduction in reconfiguration time by one order of magnitude. Overall, Rhino
solves the multifaceted challenge of on-the-fly reconfiguration involving large (and small) stateful
operators.

In this Chapter, we make the following contributions:

• We introduce the full system design of Rhino and the rationale behind our architectural
choices.

• We devise two protocols for proactive large state migration and on-the-fly reconfiguration
of running queries. We design these protocols to specifically handle migrations of large
operator state. To this end, Rhino proactively migrates state to reduce the amount of state
to move upon a reconfiguration.

• With Rhino, we enable resource elasticity, fault tolerance, and runtime re-optimizations in
the presence of very large distributed state. Rhino’s state migration is tailored to support
these three features.

• Using the NEXMark benchmark suite [149] as representative workload, we validate our
system design at terabyte scale against state-of-the-art SPEs.

We structure the remainder of this Chapter as follows. We describe the system design of
Rhino in Section 5.2 and its replication and handover protocols in Section 4. We evaluate Rhino
in Section 5 and provide an overview of related work in Section 6. Finally, we summarize our
work in Section 7.

5.2 System Design

In this section, we present the design of Rhino, a library that integrates stateful stream processing
with on-the-fly query reconfiguration. First, we present a benchmark that shows the shortcomings
of current state management techniques for migration of large operator states (see Section 5.2.1).
Second, driven by our findings, we propose an architectural revision for scale-out SPEs to handle
large state in Section 5.2.2. Finally, we provide an overview of the protocols and components that
we use to implement this architectural change and build Rhino (see Section 5.2.3 to Section 5.2.5).
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Figure 5.1: Time spent to reconfigure the execution of NBQ8.

5.2.1 Benchmarking state migration techniques

With large state sizes in mind, we run a benchmark to assess the stateful capabilities of modern
scale-out SPEs. We select Flink as a representative, industrial-grade SPE due to its wide adoption
and its built-in support for state. We assume a distributed file system (DFS) [176, 177, 178] to be
commonly deployed with scale-out SPEs for checkpoint storage [1, 12]. Furthermore, we choose
Megaphone [48] as it is the most recently proposed scale-out state migration technique. Chi [173]
is another SPE that provides state migration, yet it is not available for public access at the time
of writing.

In Figure 5.1, we report the impact on processing latency during a reconfiguration with
varying state size (i.e., ranging from 250 GB to 1 TB) and show results in Figure 5.1. We
observe that Flink requires a full query restart, which results in a significant latency spike that
hinders processing performance. Our time breakdown, which we fully describe in Section 5.4.2.1,
indicates that Flink spends the majority of the time in state materialization from a previous
checkpoint prior to resuming query processing. Upon a reconfiguration, a parallel instance of a
stateful operator retrieves in bulk its new state from DFS. Every instance quickly retrieves its
local blocks (if any), yet the materialization of remote blocks entails network transfer. As a result,
state retrieval introduces additional latency because every instance pulls its state from multiple
workers.

Although Megaphone provides fine-grained state migration, we find that it does not handle
large state size. All its executions in our benchmark with more than 500 GB of state terminated
with an out-of-memory error. By inspecting its source code [179], we consider the lack of memory
management to support state migration as the main responsible for this error. However, we
observe that Megaphone can successfully complete fine-grained state migrations, if state fits main
memory. Note that the introduction of a data structure that supports out-of-core storage, e.g.,
a key value store (KVS), would enable Megaphone to store larger-than-memory state. However,
this does not solve the problem of large state migration as Megaphone migrates key-value pairs
in one batch.
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5.2.2 Overview of Rhino

In the previous section, we show that current SPEs do not properly support large operator state
when reconfiguring a running query. To fill this gap, we build Rhino to support large state and
enable on-the-fly reconfiguration of running queries by design. Rhino is thus tailored to provide
fine-grained fault-tolerance, resource elasticity, and runtime optimizations, e.g., load balancing.

The design of Rhino focuses on efficient reconfigurations and migration of large state. To
this end, Rhino introduces three key techniques. First, Rhino proactively migrates state such
that a reconfiguration requires minimal state transfer. In contrast to the state-of-the-art, Rhino
proactively and periodically persists the state of an operator instance on exactly 𝑟 workers of
the SPE. Rhino thus executes fast reconfiguration (handover) from an origin instance to a target
instance that runs on one of the 𝑟 workers. Second, to control the state size to be migrated, Rhino
asynchronously replicates incremental checkpoints of the state. As a result, Rhino migrates only
the last incremental checkpoint of the state of an operator upon a handover. In contrast, other
systems transfer state in bulk [1, 48]. Third, Rhino introduces consistent hashing with virtual
nodes to further partition the key partition of an operator instance. In Rhino, virtual nodes are
the finest granularity of a reconfiguration.

5.2.3 Components Overview

Rhino introduces four components in an SPE, i.e., a Replication Manager (RM), a Handover
Manager (HM), a distributed runtime, and modifications to existing components.

Replication Manager. The replication manager runs on the coordinator of the SPE and
builds the replica groups of each instance based on the bin-packing algorithm. After that, the
RM assigns replicas to workers. We implement this component with less that 1K lines of code
(loc).

Handover Manager. The handover manager serves as the coordinator for in-flight
reconfiguration with state transfer. Based on a human or automatic decision-maker (e.g.,
Dhalion [180], DS2 [181]), our HM starts a reconfiguration. After that, it monitors Rhino’s
distributed runtime (see below) for a successful and timely completion of the triggered handover.
We implement this component in about 1K loc.

Distributed Runtime. The distributed runtime runs on the workers of the SPE. This
runtime uses our two application-level protocols for handover and state-centric replication. We
implement this runtime with less than 5K loc.

Modifications. Besides introducing new components, Rhino also extends stateful operators
to 1) receive and broadcast control events on their data channel, 2) buffer in-flight record of specific
data channels, 3) reconfigure inbound and outbound data channels, and 4) ingest checkpointed
state for one or more virtual nodes of an instance. In total, these modifications require about 2K
loc in Flink.
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5.2.4 Host System Requirements

We design Rhino as a library that can be deployed on top of a scale-out SPE. However, the target
SPE has to fulfill the following requirements.

R1: Streaming dataflow paradigm. Our handover protocol requires the SPE to follow
the streaming dataflow paradigm because Rhino relies on markers that flow along with records
from source operators. Common SPEs feature this paradigm with two processing models: the
record-at-a-time model, adopted by SPEs such as Apache Flink and Apache Samza [1, 12], and
the bulk synchronous processing model, adopted by SPEs such as Apache Spark Streaming [2].
With a record-at-a-time model, Rhino can inject a marker in the record flow at any point in time.
In contrast, the bulk synchronous processing model introduces coarse-grained synchronization at
the end of every micro-batch. Rhino could piggyback a handover on this synchronization barrier
to enable reconfigurations at the expense of increased latency.

R2: Consistent hashing with virtual nodes. Our handover protocol requires techniques
for fine-grained reconfiguration. A fine-grained reconfiguration requires fine-grained state
migration and record rerouting. To this end, Rhino uses consistent hashing with virtual
nodes [182] instead of traditional consistent hashing [183, 184]. This enables Rhino to reassign
state to instances and route records at a finer granularity, upon a reconfiguration. Thus, Rhino
further partitions streams and state into a fixed number of virtual nodes, which are the finest
granularity of a reconfiguration.

R3: Mutable State. It is necessary for Rhino that each operator supports local, mutable
state along with distributed checkpointing [1, 137]. In addition, Rhino requires read and write
access to the internal state of a parallel instance to update it upon a handover. Embedded KVS,
e.g., RocksDB [185] and FASTER [134], provide mutable state compatible with Rhino. We do
not consider external KVS, e.g., Cassandra [182] and Anna [139], as they would introduce extra
synchronization in a distributed environment.

To build our system prototype, we select Apache Flink as host system to deploy Rhino as it
meets R1 and R3 (via RocksDB) by design and requires minimal changes to meet R2. However,
Rhino is compatible with any SPE that fulfills the above requirements, e.g., Apache Spark, Apache
Storm, and Google Dataflow.

5.2.5 Benefits of Rhino

In this section, we show how current SPEs could benefit from Rhino and its ability to reconfigure
running queries at a fine granularity and in different scenarios. In particular, Rhino enables higher
operational efficiency through fine-grained load-balancing (see Section 5.2.5.1), resource elasticity
(see Section 5.2.5.2), and fault-tolerance (see Section 5.2.5.3). Note that the handover protocol
ensures that query execution preserves exactly-once processing semantics during all operations.
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5.2.5.1 Load balancing

Rhino enables fine-grained load balancing, which is missing in current SPEs [186, 48]. Load
balancing is beneficial when the SPE detects that a physical instance 𝑂 is overwhelmed (e.g., due
to data skewness) but instance 𝑇 is underloaded. In this case, the SPE requests Rhino’s HM to
migrate the processing and state of some virtual nodes of 𝑂 to 𝑇 , which runs on a worker that
has a copy of the state of 𝑂. After that, the HM triggers a handover that involves these virtual
nodes. When the handover completes, 𝑇 takes over the processing of migrated virtual nodes of
𝑂.

5.2.5.2 Resource Elasticity

Rhino enables resource elasticity for current SPEs and handles rescaling as a special case of load
balancing. To this end, Rhino moves some virtual nodes of a running instance to a newly spawned
instance. In particular, Rhino enables adding operator instances on an in-use worker (i.e., vertical
scaling) and deploys more instances on newly provisioned workers (i.e., horizontal scaling).

Overall, Rhino follows a similar course of action for resource elasticity as for load balancing.
Rhino defines 𝑂 and 𝑇 as the origin and target instances, respectively. In the case of vertical
scaling, Rhino assumes that the SPE deploys 𝑇 on an in-use worker, which has a copy of the
state of 𝑂. In the case of horizontal scaling, Rhino provisions a new worker, which requires a
bulk copy of the state. The cost of a bulk transfer is mitigated by early provision of workers and
parallel copies.

5.2.5.3 Fault Tolerance

Rhino enables fine-grained fault tolerance that results in faster recovery time (see Figure 5.1).
Upon the failure of 𝑂, the SPE requests the HM to migrate 𝑂 on a the workers that stores a
copy of its state and can run a new instance 𝑇 . Thus, Rhino triggers a handover that instructs
𝑇 to start processing using the last checkpointed state of 𝑂. In addition, the handover instructs
upstream and downstream operators to rewire their channels to connect to 𝑇 .

5.3 The Protocols

In this section, we describe Rhino’s protocols in detail. We first introduce the handover protocol
in Section 5.3.1 and then the replication protocol in Section 5.3.2.

5.3.1 Handover Protocol

In this section, we define our handover protocol (see Section 5.3.1.1), its steps (see Section 5.3.1.2),
and correctness (see Section 5.3.1.3).
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5.3.1.1 Protocol Description

To enable fine-grained reconfiguration of a running query, our handover protocol defines three
aspects. First, it defines the concept of configuration epochs for a running stateful query. Second,
it defines how to transition from one configuration epoch to the next. Third, it defines what
properties hold during a handover.

Configuration epoch. Our protocol discretizes the execution of a query into configuration
epochs of variable length. A configuration epoch 𝐸𝑎,𝑏 is the non-overlapping time interval
betweens two consecutive reconfigurations that occur at time 𝑎 and 𝑏, respectively. An epoch is
independent from any windowing semantics or checkpoint epochs. The first epoch begins with the
deployment of a query. During an epoch, each instance processes records using fixed parameters,
i.e., assigned worker, input and output channels, state partition, and assigned virtual nodes. The
task of the handover is to consistently reconfigure the parameters of a running instance. This
involves state migration as well as channel rewiring. Furthermore, it triggers the transition to
the next epoch.

Handover. A handover reconfigures a non-source operator of a running query at time 𝑡.
This ends the epoch 𝐸𝑎,𝑡 and starts 𝐸𝑡,𝑏. As a result, records with timestamp in interval [𝑎, 𝑡]
are processed with a configuration and records with timestamp in [𝑡, 𝑏] are processed with a new
configuration.

A handover involves 1) the propagation of handover markers, 2) state migration, and
3) channel rewiring. A handover marker (1) is a control event that flows from source operators
to the instances to reconfigure through all dataflow channels. A handover marker carries the
configuration update that involves the origin and target instances and their upstream and
downstream instances. This is inspired by Chi’s idea of embedding control messages in the
dataflow to reconfigure queries [173]. As soon as the origin instance receives a marker on all its
inbound channels, it migrates state (2) to the target instance. When the target instance receives
its markers and the state from the origin instance, it takes over processing. Channel rewiring
(3) ensures that records are consistently routed among upstream, downstream, origin, and target
instances.

Epoch alignment. To perform a consistent reconfiguration at time 𝑡, we use handover
markers to induce an instance-local synchronization point. To this end, we use an epoch alignment
algorithm, similarly to the checkpointing approach of Carbone et al. [1]. Recall that an instance
nondetermistically polls records and control events from its channels. Therefore, it is necessary to
ensure a total order among otherwise partially ordered records. When a marker with timestamp
𝑡 arrives at an instance from a channel, it signals that no record older than 𝑡 is to be expected
from that channel. Since newer records have to be processed with the new configuration, the
instance has to buffer upcoming records on that channel to process them later. When an instance
receives all markers, no record older than 𝑡 is in-flight. As a result, the instance reaches its
synchronization point and the reconfiguration takes place. Target instances, however, must wait
for state migration to complete.
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5.3.1.2 Protocol Steps

In this section, we define the steps of our handover protocol. To do so, we first provide an example
and then a formal description of each step.

Example. The SPE requests Rhino to migrate the processing of red records from origin
instance 𝑂 to target instance 𝑇 (see Figure 5.2). Instances 𝑂 and 𝑇 run on distinct workers. To
fulfill the SPE’s request, the HM triggers a handover and source instances S1 and S2 inject a
handover marker into the dataflow 1 . When receiving a marker on a channel, instances 𝑂 and
𝑇 buffer records further arriving on that channel 2 . Upon receiving all markers, 𝑂 migrates the
red state 3 . At the completion of the state transfer, 𝑂 and 𝑇 acknowledge the HM 4 . Next,
upstream instances S1 and S2 send red records to 𝑇 instead of 𝑂. Finally, instance 𝑂, 𝑇 , D1,
and D2 acknowledge the HM.

Step 1. Assume that running instances completed a checkpoint at time 𝑡′. Based on a policy,
an SPE triggers a handover at time 𝑡 between the origin instance 𝑂 and the target instance 𝑇 for
a virtual node (𝑘𝑙, 𝑘𝑞]. The handover assumes previously checkpointed state of 𝑂 to be replicated
on the worker running 𝑇 and that no checkpoint is in-flight.

Step 2. The protocol defines the following actions for an operator instance, which we
summarize in Figure 5.2.

1 Source operators injects a handover marker ℎ𝑡 in their outbound channels.

2 When an instance 𝐼 receives ℎ𝑡 on one of its inbound channel, it buffers incoming records
on that channel.

3 Upon receiving ℎ𝑡 on all its inbound channel, 𝐼 broadcasts a handover marker on its
outbound channels and performs Step 3.

4 When 𝑇 receives the checkpointed state for (𝑘𝑙, 𝑘𝑞], it processes buffered records that arrived
after 𝑚𝑡.

Step 3. According to its position (upstream or downstream) with 𝑂 and 𝑇 , 𝐼 reacts using
one of the following routines. First, if 𝐼 is an upstream instance, it rewires the output channels
for (𝑘𝑙, 𝑘𝑞] to send records to 𝑇 . Second, if 𝐼 is a downstream instance and 𝑇 is a new instance,
it rewires its inbound channels to process records from 𝑇 . Third, if 𝐼 is the origin instance, it
triggers a local checkpoint 𝑡, which Rhino transfers to 𝑇 , and releases unneeded resources. Fourth,
if 𝐼 is the target instance, it loads checkpointed state of 𝑂 and then consumes buffered records. If
origin instance has failed, Rhino does not migrate state and relies on upstream backup to replay
records, if necessary. Note that operators are aware of an in-flight handover and ignore seen
records based on their timestamps. As a result, 𝑂 processes records of (𝑘𝑙, 𝑘𝑞] with a timestamp
smaller than 𝑡, whereas 𝑇 processes records with a timestamp greater than 𝑡.

Step 4. As soon as an instance completes its steps, it acknowledges the HM. When all
instances successfully send an acknowledgment, the HM marks the handover as completed.

Our handover protocol needs upstream backup when a failure occurs. The upstream backup
can be a source operator or windowed operator that keeps in-flight windows. They can replay
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records from an external system or the window state. In the latter case, downstream operators
must acknowledge when it is safe to delete the content of a window.

Note that the handover protocol is not fault-tolerant. A failure that occurs during a handover
may restart the protocol. We plan to make our protocol fault-tolerant as future work, e.g., via
fine-grained, upstream buffering of records.

5.3.1.3 Correctness Guarantees

A handover between two instances has the correctness guarantees defined by Theorem 1.

Theorem 1 Consider a handover that migrates the state 𝑆𝑡−1 of the virtual node (𝑘𝑙, 𝑘𝑞] from
𝑂 to 𝑇 at timestamp 𝑡. The protocol guarantees that: 1) 𝑇 receives 𝑆𝑡−1 at 𝑡 and then processes
records with keys in (𝑘𝑙, 𝑘𝑞] and timestamps greater than 𝑡 and 2) the handover completes in finite
time.

Proof. Let 𝑡 − 1 be the timestamp of the last processed record and 𝑆𝑡−1 the state of 𝑂 and
assume that 𝑇 has received all previous incremental checkpoints from 𝑂. Recall that an instance
is aligned at time 𝑡 if it has processed all records bearing timestamps smaller than 𝑡. In our setting,
the alignment at time 𝑡 occurs when an instance receives the handover marker ℎ𝑡 on its channels
and has no in-flight checkpoint. The alignment at an upstream instance results in the routing
to 𝑇 of records with keys in (𝑘𝑙, 𝑘𝑞] and timestamp greater than 𝑡. Note that these records are
not processed until the handover on 𝑇 occurs. The alignment at 𝑡 on 𝑂 results in a incremental
checkpoint of the state 𝑆𝑡−1, which is migrated to 𝑇 . The alignment of 𝑇 occurs upon receiving
markers on its channels and the incremental checkpoint of 𝑆𝑡−1 from 𝑂. Thus, 𝑇 receives 𝑆𝑡−1

at time 𝑡 and only then processes records with keys in (𝑘𝑙, 𝑘𝑞] and timestamps greater than 𝑡 (1).
State transfer, channel rewiring, and acknowledgment to coordinator are deterministic operations.
In addition, channels are FIFO and durable, thus, they eventually deliver handover markers to
instances. As a result, a handover completes in finite time (2).

5.3.2 Replication Protocol

In this section, we describe our state replication protocol and how we use it to guarantee timely
handovers between two stateful instances.

5.3.2.1 Protocol Description

Our state-centric replication protocol enables us to asynchronously replicate the local check-
pointed state (primary copy) of a parallel instance of an operator on 𝑟 workers of the SPE
(secondary copies). It assumes that the SPE periodically triggers global checkpoints. Rhino
replaces the block-centric replication of traditional DFS with a state-centric protocol. The
intuition behind our protocol is that Rhino proactively migrates state of each instance through
incremental checkpoints to ensure that a target instance during a handover has the latest copy
of its state. The protocol assumes each worker to have dedicated storage units to locally fetch
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Figure 5.3: Block-centric vs. state-centric replication. Black and red arrows indicate local and
remote fetching, respectively.

checkpointed state. This allows the SPE upon a reconfiguration to spawn or reuse an instance
on a worker that already stores the state for this instance. Traditional DFSs and disaggregated
storage do not guarantee this property as block placement is transparent to client systems. As a
result, the SPE must query the DFS to retrieve necessary blocks. The retrieval is either local or
remote depending on the placement of each block.

In Figure 5.3, we show an example of configuration of block-centric and state-centric
replication. With block-centric replication, the state of each operator instance is split into
multiple blocks, which are replicated on 3 servers. With state-centric replication, the state of
each operator instance is entirely replicated on 2 servers. This improves replica fetching upon
a recovery. When server 1 fails, its stateful instances are to resume on servers 2 and 3. With
block-centric replication, server 3 fetches B1 and B2 from server 2. With state-centric replication,
fetching is local.

5.3.2.2 Protocol Phases

Our state-centric replication protocol consists of two phases. The first phase of the protocol
instructs how to build replica groups for each stateful instance. A replica group is a chain of 𝑟
workers, which owns the secondary copy of the state of a parallel instance, i.e., the state of all
virtual nodes. The second phase defines how to perform asynchronous replication of a primary
copy to its replica group.
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Phase 1: Protocol Setup. The RM configures the protocol at deployment-time of a query
or upon any change in a running QEP. Through a placement algorithm, such as bin packing,
the RM creates a replica group of 𝑟 distinct workers for each stateful instance. In this part, we
assume that workers have equal capacities and use all available workers for the replication of the
global state. However, we leave the investigation of further placement algorithms and heuristics
as future work. Overall, the RM assigns to every worker a set of secondary copies to maintain.

Phase 2: Distributed Replica Transfer. Our distributed replication runtime implements
a state-centric replication protocol that follows the primary/secondary replication pattern [187,
188] with chain replication [189]. We choose chain replication as it guarantees parallel replication
with high network throughput. In addition, we use credit-based flow control [143] for application-
level congestion control.

Each member of the chain asynchronously stores the received data to disk and forwards the
data to its successor in the chain. As soon as the last worker in a chain stores the copy of the
checkpointed state to disk, it acknowledges its predecessor in the chain, which does the same.
When the owner of the primary copy receives the acknowledgment, it marks the checkpoint
as completed and releases unnecessary resources. The replication of a checkpoint completes
successfully only if the runtime successfully acknowledges all copies within a timeout. When the
replication process is completed, Rhino marks the checkpoint as completed.

5.3.2.3 Correctness Guarantees

Our replication protocol strictly follows the fault-model behind chain replication [189]. We assume
fail-stop workers that halt upon a failure, which they report to replication manager (RM). Our
protocol distinguishes two failures: 1) failure on a running operator and 2) failure on the replica
group. If the primary owner fails, the RM halts the replication for the failed operator and only
when it resolves the failure, the replication resumes. If a worker in a replica group fails, the RM
removes the failed worker and replaces it with another worker.

5.4 Evaluation

In this section, we experimentally validate the system design of Rhino and compare it against three
systems under test (SUTs [190]): Apache Flink, Megaphone, and RhinoDFS (a variant that uses
HDFS for state migration). First, we describe the setup of our evaluation in Section 5.4.1. After
that, we evaluate state migration in the case of a virtual machine (VM) failure in Section 5.4.2.
In Section 5.4.3, we show the overhead that Rhino introduces during query processing. Next, we
evaluate vertical scaling (see Section 5.4.4.1) and load balancing (see Section 5.4.4.2). Finally, we
examine our SUTs under varying data rates (see Section 5.4.5) and sum up the evaluation (see
Section 5.4.6).
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5.4.1 Experiment Setup

In this section, we introduce our experimental setup (see Section 5.4.1.1), our workloads (see
Section 5.4.1.2), SUT configuration (see Section 5.4.1.3), stream generator (see Section 5.4.1.4),
and SUT interaction (see Section 5.4.1.5).

5.4.1.1 Hardware and Software

In our experiments, we deploy our SUTs on a mid-sized cluster that we rent on Google Cloud
Platform. The cluster consists of 16 n1-standard-16 virtual machines. Each VM is equipped
with a 16-vcores Intel Xeon (Skylake family) running at 2 Ghz, 64 GB of main memory, and two
local NVMe SSDs. These VMs run Debian 9 Cloud, use the OpenJDK JVM (version 1.8), and
are connected via a 2 Gbps/vcore virtual network switch.

In our evaluation, we use Apache Flink 1.6 as baseline and Apache Kafka 0.11 as a reliable
message broker that provides upstream backup [191]. Apache Flink ships with RocksDB [185] as
out-of-core storage layer for state. Each stateful operator instance in Apache Flink has its own
instance of RocksDB. We pair Flink with the Apache Hadoop Distributed File System (HDFS)
version 2.7 as persistent checkpoint storage. Finally, we use the Megaphone implementation (rev:
abadf42) available online [179].

5.4.1.2 Workloads

We select the NEXMark benchmark suite to experimentally validate our system design [149].
This suite simulates a real-time auction platform with auction, bids, and new user events. The
NEXMark benchmark consists of three logical streams, i.e., an auction stream, a bid stream, and
a new user event stream. Records are 206 (new user), 269 (auction), and 32 (bid) bytes large.
Every record stores an 8-bytes primary key and an 8-bytes creation timestamp. The suite features
stateless (e.g., projection and filtering) and stateful (e.g., stream joins) queries.

We use query 5 (NBQ5) and query 8 (NBQ8) and we define a new query (NBQX) that consists
of five sub-queries. Based on the these queries, we define three workloads to assess our SUTs.
First, NBQ5 contains a window aggregation with a window of 60 secs and 10 secs slide on the
bid stream. We select NBQ5 as it features small state sizes and a read-modify-write state update
pattern. Second, NBQ8 consists of a tumbling window join on 12 hours in event time on the
auction and new user streams. We choose NBQ8 since it reaches large state sizes due to its
append state update pattern. Third, NBQX contains multiple four session window joins with 30,
60, 90, 120 minutes gap and a tumbling window join of four hours on the auction and bid stream.
We select NBQX as it contains multiple queries that alone have mid-sized state but result in large
state size by running concurrently. Furthermore, NBQX features append and deletion update
patterns.
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5.4.1.3 SUT Configuration

We deploy Flink, Megaphone, RhinoDFS, and Rhino on eight VMs, Kafka on four VMs, and
our data generator on four VMs. We use this configuration to ensure that Kafka and our data
generator have no throughput limitations. We spawn HDFS instances on the same VMs where
the SUTs run. In addition, we reserve one VM to run the coordinators of Flink and Rhino.

Flink and Rhino. To configure Flink (and Rhino), we follow its configuration guide-
lines [148]. On each VM, we allocate half cores for processing and the other half for network and
disk I/O. We allocate 55% of the OS memory to Flink and Rhino, which they divide equally in
on-heap and off-heap memory. Flink and Rhino use the off-heap memory for buffer management
and on-heap memory for data processing. We assign the remaining memory to RocksDB and the
OS page cache. In addition, we assign one dedicated SSD to Rhino’s replication runtime. Finally,
we use 215 key groups for consistent hashing and 4 virtual nodes for Rhino as these values lead
to best performance for our workloads.

Megaphone. We configure Megaphone to use half of the cores for stream processing and
the other half for network transfer, following TimelyDataflow’s guidelines [179]. In addition, we
configure Megaphone to use 215 bins to be compliant to Rhino’s setup.

RocksDB. We configure RocksDB for SSD storage, following best practices [192]. To this
end, we use fixed-sized memtables (64 MB), bloom filters (for point lookup), and 64 MB as block
size for string sorted tables.

HDFS. We configure HDFS for Flink and RhinoDFS with a replication factor of two, i.e.,
each block is replicated to two VMs. As a result, HDFS replicates the first copy of a state block
locally and the second block on a different VM. To simulate this replication factor, we configure
Rhino to store a local copy (primary copy) and a remote copy (secondary copy) of the state.

Kafka. We let Kafka use all SSDs, all cores, and 55 GB of page cache on each VM, following
best practices [193]. We configure Kafka to batch records in buffers of 32 KB with a maximum
waiting time of 100 ms. We use three Kafka topics with 32 partitions each to represent 32 new
user, 32 bid, and 32 auction streams.

5.4.1.4 Stream Generator

We implement a stream generator to produce three logical streams of new user, bid, and auction
events. Our generator concurrently creates 32 physical streams for each logical stream. To
minimize JVM overhead, we implement our generator by omitting managed object allocation
and garbage collection.

To assess the SUTs, we let our generator produce records at the maximum sustainable
throughput of all SUTs. The maximum sustainable throughput is the maximum rate at which
an SPE can ingest a stream and output results at constant, target latency [194]. To this end, we
experimentally find the sustainable throughput for each query. Thus, we configure the generator
to generate each stream at 128 MB/s for NBQ5 (target latency 500 ms) and 8 MB/s for NBQ8
(target latency 500 ms) and NBQX (target latency 5 s). Overall, we deploy four generators with
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eight running threads each for a total throughput of 4 GB/s (~135 M records/s) for NBQ5, 256
MB/s for (~500 K records/s) for NBQ8, and 256 MB/s (~3.45 M records/s) for NBQX. Primary
keys (auction id, person id) are generated randomly following uniform distribution.

Note that Megaphone does not support real-time data ingestion via external systems as this
results in increasing latency. Therefore, Megaphone generates records on-demand within its
source operators.

5.4.1.5 SUT Interaction

Unless stated otherwise, we run our SUTs in conjunction with Kafka and our own custom
generator. We follow the methodology of Karimov et al. [194] for end-to-end evaluation of
SPEs. To this end, we decouple the data generator, Kafka, and SPE. We denote the end-to-
end processing latency as the interval between the arrival timestamp at the last operator in a
pipeline and the creation timestamp of the record. Our generator creates timestamped records in
event time and sends them to Kafka, which acts as reliable message broker and replays streams
when necessary.

We implement our queries in Flink and Rhino using built-in operators. Each source runs with
a degree of parallelism (DOP) of 32 to fully use Kafka parallelism, i.e., one thread per partition.
We run the join and aggregation operators with a DOP of 64 to fully use SUT parallelism. We
instrument the join and aggregation operators to measure processing latency. We repeat each
experiment multiple times and report mean, minimum, and 99-th percentile measurements.

5.4.2 Rhino for Fault Tolerance

In this set of experiments, we examine two important aspects of an SPE. First, we evaluate
the performance that a modern SPE exhibits in restoring a query with large operator state (see
Section 5.4.2.1). Second, we measure the impact of recovering from a failure on processing latency
(see Section 5.4.2.2).

5.4.2.1 Recovery Time

In this experiment, we run a benchmark using NBQ8 to measure the time required for our SUTs
to recover from a failure with varying state sizes. Then, we perform a time breakdown of the time
spent in the recovery process. Finally, we compare our results, which we summarize in Table 5.1.

Workload. For this experiment, NBQ8 runs until it reaches the desired state size of 250 GB,
500 GB, 750 GB, and 1 TB. Next, we terminate one VM and measure the time spent by our
SUTs to reconfigure the running query. Furthermore, we configure the interval of incremental
checkpointing to three minutes for Flink and Rhino variants.

We distinguish three operations that comprise a recovery, i.e., scheduling, state fetching, and
state loading. Scheduling is the time spent in triggering a reconfiguration . State fetching is the
time spent in retrieving state from the location of the previous checkpoint. State loading is the
time spent in loading checkpointed state into the state backend.

96



5.4 Evaluation

State

Size
SUT Scheduling

State

Fetching

State

Loading

250 GB

Flink 2.2 ± 0.1 68.2 ± 5.7 1.3 ± 0.2
Rhino 2.8 ± 0.2 0.2 ± 0.1 1.3 ± 0.3

RhinoDFS 2.9 ± 0.2 10.7 ± 3.1 1.3 ± 0.1
Megaphone 46.3 ± 2.8

500 GB

Flink 2.5 ± 0.2 116.6 ± 4.9 1.8 ± 0.3
Rhino 3.1 ± 0.3 0.2 ± 0.1 1.3 ± 0.3

RhinoDFS 3.0 ± 0.3 18.9 ± 3.7 1.3 ± 0.5
Megaphone 74.8 ± 3.0

750 GB

Flink 2.6 ± 0.3 205.3 ± 5.2 1.3 ± 0.1
Rhino 3.0 ± 0.2 0.2 ± 0.1 1.5 ± 0.1

RhinoDFS 2.6 ± 0.1 36.1 ± 2.3 1.5 ± 0.2
Megaphone Out-of-Memory

1000 GB

Flink 2.4 ± 0.3 252.9 ± 5.9 1.5 ± 0.2
Rhino 3.0 ± 0.2 0.2 ± 0.1 1.5 ± 0.2

RhinoDFS 2.9 ± 0.3 62.7 ± 0.9 1.5 ± 0.1
Megaphone Out-of-Memory

Table 5.1: Time breakdown in seconds for state migration during a recovery.

Result. The time-breakdown in Table 5.1 shows three aspects. First, we observe that the
most expensive operation for block-centric replication is state fetching for RhinoDFS and Flink.
This dominates the overall recovery process and depends on the state size. In contrast, Rhino’s
state-centric replication reduces the state fetching overhead significantly. Performance increases
due to local state fetching, which involves hard-linking instead of network transfer.

Second, scheduling and state loading have negligible impact on the recovery duration. In
particular, scheduling is about 25% faster in Flink because Flink triggers a recovery immediately.
In contrast, Rhino starts a reconfiguration through handovers that reach target instances based
on their processing speed. For Rhino and Flink, state loading in RocksDB only needs to open
the data files and process metadata files. After the load, the state resides in the last level of the
LSM-Tree and is ready to be queried by the SPE.

Third, we observe that Megaphone does not support workloads with more than 500 GB of
state as it runs out of memory. For state smaller than 500 GB, Megaphone spends the majority of
time to schedule migrations, serialize state into buffers, write buffers on the network, deserialize
buffers, and restore state. Note that Megaphone overlaps the above operations on a key basis, e.g.,
it schedules and migrates state of different keys at the same time. Therefore, it was unfeasible
for us to break down its migration times.

Discussion. This experiment outlines that Rhino efficiently recovers a query from a VM
failure in a few seconds, even in the presence of large operator state. This improvement is due to
local state fetching, which is only marginally impacted by state size. In contrast, state fetching
in Flink and RhinoDFS entails network transfer and introduces latency proportional to the state
size. In particular, RhinoDFS is faster than Flink because of fine-grained operator restart but
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does not achieve low-latency. Instead, Flink fully restarts NBQ8, which results in a 50x higher
latency. In our setup, Megaphone does not reach all desired state sizes due to lack of memory
management for state-related operations. This prevents Megaphone from supporting large state
workloads. In the cases where Megaphone can sustain a workload, its state migration is up to
1.5x faster than Flink’s one. Overall, Rhino improves recovery time by 50x compared to Flink,
15x compared to Megaphone, and 11x compared to RhinoDFS.

Note that we run the same benchmark on NBQ5 and all SUTs had comparable recovery time.
This suggests that Rhino’s design is beneficial if queries require large state.

5.4.2.2 Impact on Latency

In this experiment, we examine the impact of state migration on the end-to-end processing
latency in Flink, Rhino, and RhinoDFS. We exclude Megaphone in the following experiments
as it provides state migration but does not have mechanisms for fault-tolerance and resource
elasticity. Therefore, the optimizations provided by Megaphone are orthogonal to our work.

Workloads. In this experiment, we run NBQ8, NBQ5, and NBQX on eight VMs. We
terminate one VM after three checkpoints and let each system recover from the failure. Upon the
failure, the overall state size of the last checkpoint before the failure is approximately 190 GB
(NBQ8), 26 MB (NBQ5), and 180 GB (NBQX). After the failure, we let the SUTs run for other
three checkpoints and then we terminate the execution. In Figure 5.4a, 5.4b, and 5.4c, we report
our latency measurements, which we sample every 200 K records.

Result. Figures 5.4a, 5.4b, and 5.4c shows that Rhino and Flink can process stream events
with low overhead at steady state. For NBQ8 and NBQ5, the average latency for both systems
is stable around 100 ms (min: 2 ms, p99: 6.8 s). For NBQX, the average latency is 5 s (min: 1 s,
p99: 12 s). Note that the higher max latencies are due to the synchronous phase of a checkpoint,
which pauses query processing.

Upon a VM failure, we observe that latency in Rhino is not affected, whereas the latency of
Flink increases up to 300 s. After recovery, Rhino’s variants do not exhibit any impact on latency.
In contrast, Flink accumulates up to 300 s of latency lag from the data generator and cannot
resume processing with sub-second latency after an outage.

Discussion. Overall, our evaluation confirms that Rhino’s design choices result in a robust
operational behavior. Rhino handles a VM failure without increasing latency, whereas Flink
increases latency by three orders of magnitude.

The main reasons for Flink’s decreased performance is three-fold. First, Flink needs to stop
and restart the running query, which takes a few seconds. Second, deployed operator instances
need to fetch state through HDFS prior to resuming processing. Third, Flink needs to replay
records from the upstream backup, which negatively affects latency, whereas Rhino buffers records
internally.

Although latency in Rhino is stable after a handover, the SPE is expected to provision a new
worker to replace the failed VM. Afterwards, Rhino can migrate again the operators to rebalance
the cluster.
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(a) Fault Tolerance NBQ8.
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(c) Fault Tolerance NBQX.

Figure 5.4: End-to-end Processing Latency in ms (using log-scale) for our fault tolerance experiments.
The vertical black bar represents the moment we trigger a reconfiguration.

5.4.3 Overhead of Rhino

In this experiment, we evaluate the impact of state-centric replication on query processing. To this
end, we measure latency and OS resource utilization with the SUTs running below their saturation
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point, i.e., the generator rate is set to maximum sustainable throughout. In Figures 5.4, 5.5,
and 5.6, we show the processing latency of Rhino and Flink before and after a handover takes
place (i.e., indicated by the vertical black line). As shown, the latency of query processing (on the
left of the black line) is negligibly affected by Rhino’s approach in comparison to block replication
of Flink and RhinoDFS. As a result, Rhino does not increase processing latency of a query when
there is no in-flight reconfiguration.

In Figure 5.7, we report aggregated CPU, memory, network, and disk utilization of our
cluster. Rhino and Flink use network to read from Kafka and to perform data exchange and
state migration among VMs. They use disk to update state stored in RocksDB and to migrate
state among VMs. In contrast, Megaphone requires network for processing and migrations but no
disk. Before the reconfiguration, we observe that Rhino and Flink have similar resource utilization
during query processing as they execute the same routines. We also notice periodical peaks in
all charts, which occur at every checkpoint/replication. In contrast, CPUs usage in Megaphone
is constant because of a fiber-based scheduler. Megaphone’s memory consumption increases over
time since it allocates memory on-demand from the OS.

During a replication, Rhino uses up to 30% network bandwidth and 5% disk write bandwidth
more than Flink. However, the higher utilization of network bandwidth results in an up to 3.5x
faster state transfer than Flink. Furthermore, Rhino requires 25% less CPU in comparison to
Flink, whereas memory consumption is the same. We do not observe spikes in network utilization
for Megaphone as it multiplexes state migration with data exchange. After a reconfiguration,
Rhino and Flink exhibit similar resource utilization. However, Rhino resumes proactive migration
after the reconfiguration (minute 23), while Flink is still resuming query processing. To sum
up, the experiment shows that proactive state migration of Rhino does not negatively impact
processing latency.

5.4.4 Rhino for Resource Efficiency

In this section, we assess the performance of Rhino, RhinoDFS, and Flink when they perform
vertical scaling (see Section 5.4.4.1) and load balancing (see Section 5.4.4.2). We find that
horizontal scaling performs similarly to vertical scaling with a slowdown proportional to the
size of the state scheduled for migration. Therefore, we omit its evaluation in this section.

5.4.4.1 Vertical Scaling

In this section, we evaluate the vertical rescaling of NBQ8, NBQ5, and NBQX by adding extra
instances on running workers.

Workload. In this experiment, we run NBQ8, NBQ5, and NBQX on eight VMs (max DOP
is 64). We configure each worker to not use full parallelism, i.e., the DOP of the stateful join
and aggregation operators is 56 (seven instances per VM). We set the checkpoint interval to two
minutes to avoid overhead due to continuous checkpointing. After three checkpoints, we trigger a
rescaling operation and switch to full parallelism (64 instances, eight per VM). The overall state
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(a) Vertical Scaling NBQ8.
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(c) Vertical Scaling NBQX.

Figure 5.5: End-to-end Processing Latency in ms (using log-scale) for our vertical scaling
experiments. The vertical black bar represents the moment we trigger a reconfiguration.

size of the last checkpoint before rescaling is approximately 220 GB (NBQ8), 26 MB (NBQ5),
and 170 GB (NBQX). After rescaling, we let the SUTs run for three checkpoints and then stop
the execution. We collect latency measurements and report them in Figure 5.5a, 5.5b, and 5.5c.
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Result. Figures 5.5a, 5.5b, and 5.5c show that the average latency for Rhino’s variants is
stable. The SUTs can keep average latency of NBQ8 around 130 ms (min: 2 ms, p99: 11 s) for
Rhino’s variant and 129 ms (min: 2 ms, p99: 9 s) for Flink. In NBQ5, average latency is about
75 ms (min: 2 ms, p99: 119 ms) for all SUTs. For NBQX, average is about 5 s (min: 1 s, p99: 10
s) for all SUTs. As in previous experiment, the high maximum latency is due to the synchronous
phase of a checkpoint and higher complexity of NBQX.

Upon rescaling in NBQ8, we observe that latency of Flink increases up to 570 s, whereas
RhinoDFS has a sudden spike to 30 s. After scaling, processing latency for Rhino increases
to 146 ms in NBQ8. We observe that latency drops to 118 ms after 120 s. In contrast, Flink
accumulates ~10 m of latency lag from the data generator in NBQ8. NBQX has similar behavior
due to large state sizes. Finally, the execution of NBQ5 is stable in all SUTs before and after the
reconfiguration. Upon rescaling, Flink exhibits a spike in latency of 1 s.

Discussion. Overall, this experiment confirms that Rhino supports vertical rescaling without
introducing excessive latency on query processing among all queries. In contrast, Flink induces
an increased latency of up to three orders of magnitude in NBQ8. This latency spike is significant
in NBQ8 as Flink needs to restart a query and reshuffle state among workers. In contrast, Rhino
need to checkpoint and migrate ~32 GB of state among workers and have similar performance
in NBQ8 and NBQX. When state is small (NBQ5), Flink and Rhino have similar performance
because state migration is not a bottleneck.

5.4.4.2 Load balancing

In this section, we examine how fast Rhino and Megaphone can reconfigure NBQ8, NBQ5, and
NBQX to balance the load among stateful join instances. As there is no implementation of load
balancing in Flink, we compare load balancing against vertical scaling.

Workload. In this experiment, we deploy NBQ8, NBQ5, and NBQX on eight VMs. We
follow the same methodology of the experiment in Section 5.4.4.1. After three checkpoints, we
trigger a load balancing operation that moves half virtual nodes from eight instances (one per
VM) to other eight instances. We do the same for Megaphone but do not trigger checkpoints.

Result. Our latency measurements in Figures 5.6a, 5.6b, and 5.6c show that Rhino sustains
large state stream processing with an average latency of 110 ms in NBQ8. During a load balan-
cing operation, we observe a latency increase of ~60 ms, which Rhino mitigates in one minute.
Afterwards, latency is constant with minor fluctuations during checkpointing and proactive state
migration. In NBQ5, we observe that Rhino’s rebalancing is highly effective such that latency
decreases from 60 ms to 20 ms for some minutes. In contrast, the latency of Flink reaches 500 ms
for a few seconds after the reconfiguration. In NBQX, we observe that Rhino does not introduce
latency after a rebalancing, which stays constant at around 4 sec. Instead, Flink’s latency reaches
3.5 min after the reconfiguration. During the reconfiguration of NBQ8 and NBQX, the latency
of Megaphone reaches 23.6 s and 10.2 s for ~90 s, respectively.

Discussion. This experiment shows that Rhino supports load balancing via migration
of virtual nodes with minimal impact on latency in NBQ8, NBQ5, NBQX. This experiments
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Figure 5.6: End-to-end Processing Latency in ms (using log-scale) for our load balancing experiments.
The vertical black bar represents the moment we trigger a reconfiguration.

shows that Megaphone’s migration affects latency if migrated state is large, i.e., 27 GB. Overall,
compared to vertical scaling, our load balancing technique keeps latency constant, whereas Flink
shows an increment in latency by three orders of magnitude.
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Figure 5.7: Comparison of resource utilization of Apache Flink and Rhino on NBQ8. The black line
indicated when we perform a reconfiguration.

5.4.5 Migration under varying data rates

In the following, we show how Rhino supports query processing and state migration under varying
data rates. We select NBQ8 for this experiment as it results in larger state.

Workload. We use the same setup as in Section 5.4.2.2 with the following changes. We
configure our data generator to produce records at varying speed. Each producer thread initially
generates data at 1 MB/s. Every 10 s, data rate increases by 0.5 MB/s until it reaches 8 MB/s
(the max sustainable rate for NBQ8). When this happens, data rate decreases by 0.5 MB/s
every 10 s, until it reaches 1 MB/s. This repeats throughout the whole experiment. We let
Rhino, RhinoDFS, and Flink run until they reach approx. 150 GB of state. Then, we trigger a
reconfiguration to migrate 8 operators from one server to the remaining 7 servers.
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Result. Our latency measurements in Figure 5.8 show that all SUTs can sustain stream
processing under varying data rates. Average latency for all SUTs is 205 ms (min: 9 ms, p99: 826
ms). Upon the reconfiguration, the latency of Rhino and RhinoDFS remains constant, whereas
the latency of Flink reaches 225 s. After 2 minutes from the reconfiguration, minimum latency
of Flink goes down to 20 ms.

Discussion. Overall, this experiment confirms that Rhino also supports reconfiguration in
the presence of fluctuating data rates. We also show that Rhino and Flink are resistant to
varying data rates during query processing. However, latency in Rhino is not affected during a
reconfiguration, whereas Flink accumulates latency up to 225 s.
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Figure 5.8: End-to-end latency of NBQ8 under varying data rate.

5.4.6 Discussion

The key insights of our evaluation are four-fold. First, we show that Rhino and RhinoDFS can
perform a reconfiguration to provide fault-tolerance, vertical scaling, and load balancing with
minimal impact on processing latency. When state is large, Rhino achieves up to three orders
of magnitude lower latency compared to Flink and two compared to Megaphone. In contrast,
if the state size is small, Rhino performs similarly to baseline. Second, we show that Rhino’s
state migration protocol is beneficial when operator state reaches TB sizes. In particular, Rhino
reconfigures a query after a failure 50x faster than Flink, 15x faster than Megaphone, and 11x
faster than RhinoDFS. Third, we show that Rhino has minor overhead on OS resources and
stream processing. In particular, Rhino uses 30% more network bandwidth than baseline but
achieves up to 3.5x faster state transfer. However, we expect our replication runtime to become
a bottleneck if an incremental checkpoint to migrate is large, e.g, above 50 GB per instance. We
leave investigating this issue as future work, e.g., using adaptive checkpoint scheduling. Fourth,
we show that Rhino migrates state and reconfigures a query under fluctuating data rates with no
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overhead. Overall, our evaluation shows that Rhino enables on-the-fly reconfigurations of running
queries in the presence of large operator state on common workloads.

5.5 Related Work

In the following, we group and describe related work, which we did not fully cover in previous
sections.

Fernandez et al. propose SEEP [34] and SDG [34] to address the problem of scaling up
and recovering stateful operators in cloud environments. Their experiments target operators
with state size up to 200 GB and confirm that larger state leads to higher recovery time.
Both approaches are based on migration of checkpointed state, which captures also in-flight
records. SEEP stores checkpoints at upstream operators, which may become overwhelmed. SDG
improves on SEEP by using incremental, per-operator checkpoints that are persisted to 𝑚 workers.
However, SDG does not control where an operator is resumed, which leads to state transfer
and network overhead. In this thesis, we explicitly address these shortcomings to provide low
reconfiguration time for queries with very large operator state. To this end, we target large state
migration (up to 1 TB) by proactively migrating state to workers where a reconfiguration will
take place.

Mai et al. [173] propose Chi to enable user-defined reconfiguration of running queries. Their
key idea is the use of control events in the dataflow to trigger a reconfiguration, which reduces
latency by 60% on queries with small state. Rhino uses a similar approach, i.e., control
events, but it differs from Chi in the following aspects. First, user-defined reconfigurations
are orthogonal to Rhino as it supports reconfiguration to transparently provide fault-tolerance,
resource elasticity, and load balancing. Second, Chi reactively migrates state in bulk upon a user-
defined reconfiguration, which leads to migration time proportional to state size. In contrast,
Rhino proactively and incrementally migrates state to provide timely reconfigurations. Finally,
a state migration for a logical operator in Chi affects all its physical instances. As a result, all
running instances send state to a newly spawned instance. Instead, Rhino migrates state through
virtual nodes at a finer granularity to involve the least number of instances.

Megaphone [48] is a system that provides online, fine-grained reconfigurations for SPEs with
out-of-band tracking of progress, e.g., Timely Dataflow [21] and MillWheel [14]. There are four
key differences that make our contribution different than Megaphone. First, Megaphone and
Rhino have different scope. Megaphone enables programmable state migrations in the query
DSL, whereas Rhino provides transparent fault-tolerance, resource elasticity, and load balancing
via state migration. Second, Megaphone migrates state in bulk and in reaction to user request,
whereas Rhino proactively migrates state to reduce reconfiguration time. In particular, Rhino
explicitly targets large state migration, while Megaphone handles migration as long as state fits
in memory. Third, Megaphone requires out-of-band tracking of progress, i.e., operators must
observe each other’s progress. Moreover, downstream operators must expose their state to their
upstream to perform state migration. While Timely Dataflow provides these features out-of-the-
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box, other SPEs need costly synchronization and communication techniques to fullfil Megaphone’s
requirements. In contrast, Rhino has an internal progress tracking mechanism based on control
events that only requires an SPE to follow the streaming dataflow paradigm. Furthermore, Rhino
has its own migration protocol, which does not require operators to expose state. As a result,
Rhino’s protocols could run on Timely Dataflow. Finally, Megaphone and Rhino use different
migration protocols. Megaphone uses two migrator operators for every migratable operator. This
could lead to scalability issues on larger queries. Instead, Rhino multiplexes state migration of
every operator through its distributed runtime.

Clonos [195] achieves fault-tolerant stream processing in the presence of nondeterministic
events, while guaranteeing exactly-once processing semantics. Non-deterministic events in an SPE
occur when operators require processing-time, timers, random number generators, and checkpoint-
based recovery. To this end, Clonos relies on causal logging to store determinants for every
nondeterministic event executed by an operator. Upon a failure, Clonos replays events based on
the causal log. Rhino has a different scope compared to Clonos. Clonos provides fault-tolerance
and high-availability to nondeterministic streaming computations. In contrast, Rhino targets a
wider range of use cases including not only fault-tolerance but also resource elasticity and runtime
optimizations, such as load balancing. Although nondeterministic events were not covered in this
Chapter, extending Rhino to support them is an important research problem that we consider as
future work.

Scabbard [196] provides an efficient fault-tolerant mechanism for scale-up stream processing,
with limited I/O bandwidth. The contributions of Scabbard’s authors are orthogonal to the
contributions of this Chapter, because Rhino targets scale-out stream processing and provides
a general solution to fault-tolerance, resource elasticity, and runtime optimization, such as load
balancing.

Dhalion [180] and DS2 [181] are monitoring tools that trigger scaling decisions. Their
contributions are orthogonal to ours as Rhino provides a mechanism to reconfigure a running
SPE. We envision an SPE, a monitoring tool, and Rhino that cooperatively handle anomalous
operational events to ensure robust stream processing.

5.6 Conclusion

In this Chapter, we have presented Rhino, a system library that enables fine-grained fault-
tolerance, resource elasticity, and runtime optimizations in the presence of large distributed state.
Through proactive state migration, Rhino removes the bottleneck induced by state transfer upon
a reconfiguration. We are currently incorporating Rhino in our new data processing platform
NebulaStream [32].

We have evaluated our design choices on a common benchmark suite and compare two
variants of Rhino against Flink and Megaphone. Rhino is 50x faster than Flink, 15x faster than
Megaphone, and 11x faster than RhinoDFS in reconfiguring a query. Moreover, Rhino shows a
reduction in processing latency by up to three orders of magnitude after a reconfiguration. With
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Rhino, we enable robust stream processing for queries with very large distributed operator state,
regardless of failures or fluctuations in the data rate. Overall, this Chapter lies the foundation
for robust stateful stream processing: we envision an efficient SPE (using the contribution of
the previous Chapters) that can continuously operate and reconfigure itself to sustain changing
workload requirements.
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6
Additional Contributions

In this Chapter, we describe further research contributions which have been made while working
on this thesis. The following additional contributions are not part of the thesis contents, but are
closely related to the topics presented in this thesis:

1. Adrian Bartnik, Bonaventura Del Monte, Tilmann Rabl, Volker Markl. On-the-fly Recon-
figuration of Query Plans for Stateful Stream Processing Engines. Datenbanksysteme für
Business, Technologie und Web (BTW 2019), 2019.

2. Steffen Zeuch, Ankit Chaudhary, Bonaventura Del Monte, Haralampos Gavriilidis, Dim-
itrios Giouroukis, Philipp M Grulich, Sebastian Breß, Jonas Traub, Volker Markl. The
NebulaStream Platform: Data and Application Management for the Internet of Things.
Conference on Innovative Data Systems Research (CIDR), 2020.

3. Steffen Zeuch, Eleni Tzirita Zacharatou, Shuhao Zhang, Xenofon Chatziliadis, Ankit
Chaudhary, Bonaventura Del Monte, Dimitrios Giouroukis, Philipp M. Grulich, Ariane
Ziehn, Volker Markl. NebulaStream: Complex Analytics Beyond the Cloud. Open Journal
of Internet Of Things (OJIOT), 2020.

In On-the-fly Reconfiguration of Query Plans for Stateful Stream Processing Engines [197], we
introduce techniques to change running stateful streaming queries at runtime. Many major SPEs
provide very little functionality to adjust the execution of a potentially infinite streaming query
at runtime. Each modification requires a complete query restart, which involves an expensive
redistribution of the state of a query and may require external systems to guarantee correct
processing semantics. This results in significant downtime, which increase the operational cost
of those SPEs. We present a modification protocol that enables modifying specific operators as
well as the data flow of a running query while ensuring exactly-once processing semantics. Our
modification protocol demonstrates the general feasibility of runtime modifications and paves
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the way for many other modification use cases, such as online algorithm tweaking and up-or
downscaling operator instances.

In The NebulaStream Platform: Data and Application Management for the Internet of
Things [31] and NebulaStream: Complex Analytics Beyond the Cloud [198], we present NebulaS-
tream: a novel SPE for Internet-of-Things environments. The Internet of Things is a distributed,
highly dynamic, and heterogeneous environment of massive scale. Applications for the IoT
introduce new challenges for the data management community, as it is necessary to integrate
concepts from fog and cloud computing as well as sensor networks in one unified environment.
NebulaStream addresses the heterogeneity and distribution of compute and data, supports diverse
data and programming models going beyond relational algebra, deals with potentially unreliable
communication, and enables constant evolution under continuous operation. In the two papers,
we demonstrate the effectiveness of NebulaStream by providing early results on partial aspects.

Furthermore, we mentored a master’s thesis title Rethinking Message Brokers on RDMA and
NVM, which resulted in a publication in the 2020 SIGMOD Student Research Competition [199].
Message brokers orchestrate the exchange of events among different applications, including data-
producing services and streaming engines that analyze the data in real-time. Current state-of-
the-art message brokers, such as Apache Kafka [200], rely on common Ethernet networks and
disk-based storage to receive, save, and send stream records. As a result, they cannot exploit
the recent advancements networks and storage technologies, such as RDMA and Non Volatile
Memory (NVM). Therefore, we explore in this Chapter the application of RDMA and NVM to
accelerate message brokers for stream processing workloads. We leveraged RDMA to increase
the data transfer throughout between data brokers and SPEs, while we relied on NVM to enable
out-of-core storage of stream records in persistent memory. Overall, our approach resulted utilizes
up to 80% and 95% of the theoretical network bandwidth of the underlying network hardware
for message publishing and consuming, respectively.
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In this thesis, we have identified major performance bottlenecks in the hardware-oblivious design
of current SPEs, which do not efficiently execute stateful streaming queries on the modern
hardware infrastructures. To meet the needs for low-latency analytics, we have proposed
hardware-conscious solutions to revise the architecture of an SPE to enable highly efficient stateful
query processing of high-volume, high-speed data streams. To this end, we have presented an
analysis of the software architecture as well as the query execution performance of current SPEs to
identify open research problems in the stream processing field that prevent them from achieving
robust query processing performance. Based on our analysis, we have proposed architectural
changes to SPEs to fully leverage the compute and network capabilities as well as the elasticity
of modern hardware infrastructures, even in the presence of failures and fluctuating data rates of
input streams. Our contributions have at their heart existing research findings from distributed
systems, high-performance computing, modern CPUs architecture, and networking domains,
which we have extended to apply them to data streaming management.

Overall, this thesis lays the foundation for efficient and reliable stateful stream processing via a
hardware-conscious system design that can be applied to SPEs running at cloud scale. We provide
building blocks to efficiently execute stateful streaming queries through query compilation and
late merge, which achieve high code and data locality on multi-core CPUs equipped with large
caches. We propose an architecture re-design of an SPE to co-design stateful stream processing
with high-speed RDMA networks to efficiently scale-out query execution. We devise protocols
to enable fault-tolerance, runtime optimization, and resource scaling for running stateful queries
at runtime via on-the-fly reconfiguration of running stateful streaming queries involving large
operator state. Via our solutions, the proposed software prototypes achieve superior performance
compared to state-of-the-art SPEs on common streaming workloads. Our solutions can thus
be deployed in cloud as well as Internet-of-Things environments to improve the performance of
stateful stream processing workloads. In conclusion, the lesson learned from our 5-year research
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activities is that a deep understanding of the underlying hardware as well as a rational system
design are paramount to provide performance improvements to current and future SPEs (and
data management systems at large).

Future Research

The research contributions of this thesis make the case for hardware-conscious acceleration of data
stream processing workloads. To offer robust query processing, future SPEs have to efficiently
use the more and more powerful hardware resources of the cloud as well as the heterogenous and
volatile hardware resources of Internet-of-Things devices. Consequently, the proposed solutions
are necessary to efficiently execute stateful queries in a hardware-conscious manner. Our research
findings behind scale-up SPEs make the case for query compilation for streaming, which has
been investigated by further works [5, 38] after the publication of our research. Our research
regarding high-speed networks opens new ways to design and build scale-out SPEs that do not
compromise single-node performance to support larger-than-memory workloads. As pointed out
by Benson et al. [201], nowadays users have to choose between scale-out and scale-up SPEs -
depending on the workload size and requirements. In fact, scale-up SPEs provide hardware-
optimized query execution, however, they neglect essential features, such as larger-than-memory
state. Using the scale-out execution techniques of Slash as well as our guidelines for scale-up
execution, future system builders will be able to accelerate their streaming workloads by fully
utilizing the underlying hardware [201]. Furthermore, the state management solutions proposed
in this thesis open the way to further research on flexible hardware infrastructures, as industrial
setups require to minimize the operational cost of their stream processing workloads. Further
works in this area include a control manager for Rhino that allows for adaptive adjustments of
running queries based on live statistics from the SPE.

Overall, this thesis paves the way for a new generation of highly-efficient, hardware-conscious
SPE for cloud as well as Internet-of-Things environments. Currently, the solutions proposed
in this thesis are under integration in the NebulaStream platform for application and data
management in the Internet-of-Things [31], which is an on-going research project at the Berlin
Institute of Technology (TU Berlin).
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